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Abstract

This paper is a document about the Internet-Of-Things, or IoT. The motivations behind the present work
can be found in the wide range of IoT devices appeared on the IT market during the last ten years. What is an
IoT device? Is a home desktop PC connected to the Internet a IoT device? If we want to develop a IoT
project, what platform is more convenient for us? What is the current state of art of IoT? The aim of our
work is to answer these questions. The paper focuses on the Intel Galileo board for the IoT. It is both a
microcontroller and an IoT device. It is an x86 Linux embedded system. We exploit capabilities of the board
and provide a developing methodology on the platform.
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1 Introduction

1.1 WHAT THIS DOCUMENT IS ABOUT?

This paper is a document about the Internet-Of-Things, or IoT. What IoT precisely is will be described in
the following section. The motivations behind the present work can be found in the wide range of IoT
devices appeared on the IT market during the last ten years. But what is an IoT device? Is a home desktop PC
connected to the Internet a IoT device? If we want to develop a IoT project, what platform is more
convenient for us? What is the current state of art of IoT? The aim of our work is to answer these questions.

We begin in the next section with a description of what loT means.

In Chapter 2 we make an overview of the current panorama of loT devices available on the market. Due to
the fact that tens of devices exist, we realized a comparison between five devices which can be taken as
representatives of macro-types of IoT platforms. First, this comparison is useful to link the theory of IoT
(which follows) to the real world and to the actual applications of the IoT concept. Second, this compare
leads to the introduction of the IoT platform on which we focus and realize our experimentation, i.e. the Intel
Galileo Gen 2 board for IoT.

Chapter 3 is a detailed analysis of the Intel Galileo board. Chapters 4 and 5 deal with the setup of the Intel
Galileo platform, and are introductory to Chapter 6 and Chapter 7 in which we describe tests and results we
achieved during our experimentation on the board.

Chapter 8 states our Thesis: what is our vision of Internet-Of-Things at the beginning of 2015 and what we
can and what we cannot realize on a platform as the Intel Galileo board as result of our experimentation.

1.2 A BRIEF OVERVIEW ABOUT INTERNET-OF-THINGS

In telecommunications Internet of things (or, more properly, the Internet-Of-Things or IoT, acronym for
the Internet-Of-Things) is a neologism referring to the extension of the Internet to the world of objects and
concrete places. The purpose of IoT is to provide an advanced connectivity of systems, services and devices
that overcomes the simple idea of communication between a machine and another one, including also a wide
range of applications and domains. Reference may be made to a disparate panorama of devices such as the
incorporated sensors of cars, implants able to check heartbeats or devices that can find application in a
domestic context like smart thermostat systems which can be remotely controlled through the use of a LAN
or Internet connection. All of these applications become a reality through the use of already existing
technologies allowing the data flow between different devices.

Internet of things is seen as a possible evolution of the use of the Internet. The objects are made
recognizable and they acquire intelligence thanks to the fact that they are able to communicate information
about themselves and access to aggregated information from others. Alarm clocks go off before in case of
traffic, plants can communicate to the watering system when it is the moment to be watered, sneakers
transmit times, speed and distance to compete in real time with people on the other side of the globe. Every
object can acquire a proactive role thanks to the connection to the Internet.

The aim of Internet-Of-Things is to ensure that the electronic world traces a map of the real one, giving an
electronic identity to things and places in the physical environment.

Some history



The idea of creating a network of smart devices dates back to 1982. In that year, at Carnegic Mellon
University, was set up a modified Coke machine which was the first Internet-connected device, capable to
figure out if the newly loaded drinks were cold.

Nevertheless, the notion of Internet of Things became popular only in 1999 through the Auto-ID Center at
MIT and the related market-analysis publications. The MIT Auto-ID Center was created to develop the
Electronic Product Code, a global RFID-based item identification system. Radio-frequency identification
(RFID) was considered as a necessary condition for the further development of Internet of Things in modern
day. If all objects and people in daily life were equipped with identifiers, computers could manage and
inventory them. Besides using RFID, at the beginning of 2015 the tagging of things may be achieved through
technologies as near field communication, barcodes and QR codes.

From 2014, the concept of the Internet-Of-Things has evolved as a result of a convergence of multiple
technologies ranging from wireless communications to micro-electromechanical systems.

Enabling technologies

In the vision of the Internet of things, objects create a pervasive and interconnected network using
multiple communication technologies. RFID tags have been one of the first examples in this area. However,
over time, new technologies born that could improve the efficiency of communication between objects.
Between them stands the IEEE 802.15.4 and, above all, its recent improvement IEEE 802.15.4e which can
greatly increase the reliability of wireless links and the efficiency of radio frequency energy, thanks to the
adoption of the access mechanism of Time Slotted Channel Hopping. These technologies of lowest level,
when integrated to the IP-based protocol architectures, may give rise to a concrete vision of the Internet of
things, being able to communicate with the nodes of the Internet. In this sense, it is important to mention the
IETF 6LoWPAN, RPL, and CoAP, which are protocols able to operatively create an IP network of objects
that can communicate with the Internet to create new services in multiple application domains.

Objects and places provided with a Radio-frequency (RFID) or QR codes ID can also communicate
information on mobile devices such as mobile phones.

Applications

The Internet-Of-Things concept finds application in almost every area. In fact, such systems could be
responsible of the collection of information in environments ranging from natural ecosystems to cities, thus
finding applications in the fields of environmental sensing and urban planning.

We can also identify other many examples of sensing and actuating which are possible as result of this
technology: we are talking about applications concerning electricity, energy and heat management.

The main application domains and operational areas affected by the development of IoT are summarized
in the following list:

=

Home Automation and Smart Home
Robotics

Avionics

Automotive industry

Biomedical

Monitoring in factories

Telemetry

Wireless sensor networks

Surveillance

10. Forecasting and Detecting of adverse events
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11. Smart Grid and Smart City
12. Embedded Systems
13. Telematics
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Figure 1-1. IoT application areas.

Figure 1.1 shows the wide range of Internet-Of-Things application areas.

Future expectations

According to Gartner Inc. (a multinational world leader in strategic consulting, research and analysis in
the field of Information Technology), in 2020 there will be 26 billion connected objects globally. ABI
Research (a market research and market intelligence company) estimates that will be more than 30 billion.
Other institutions speak of 100 billion.

The expectations of the experts are that the Internet-Of-Things will change the way we live in a radical
manner. Intelligent items, with decision-making capacity, will enable energy savings both at local and
personal level (Home Automation and Smart Home) and at the macro level (Smart City and Smart Grid).
Figure 1.2 provides a simple idea of what Home Automation and Smart Home mean. The link between these
“local” concepts and the “global” ideas of Smart City and Smart Grid is represented in figure 1.3. The
“Smart Grid” label at the top right corner of picture 1.2 is conceptually linked to the centralized green Smart
Grid at the center of figure 1.3.
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Figure 1-2. loT implemented as Home Automation and Smart Home.
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Figure 1-3. The “global” view of Smart Grid.

Integration with Internet involves using unique IP. IPv4 allows for 4.3 billion unique addresses, which is
why the developers of IoT devices are adopting the IPv6 standard, which allows to reach many more
addresses.

Another step in the Internet-Of-Things evolution is supposed to be the development of existing loT
systems in order to achieve a greater speed of data diffusion and a greater capability of elaboration and
recollection of this data. Enabling Internet on billions of devices and collecting the big amount of data
retrieved from these devices is not a problem with a trivial solution. This concept links the world of IoT to
the topics of Big Data and Distributed Systems management.

Criticism and controversies

The biggest criticisms to be highlighted when we talk about Internet-Of-Things concerns two aspects:
security and privacy.

Referring to the first aspect, most of the companies are working on solutions which will improve devices
safety from hacker attacks, even if we can expect that antivirus or other protection systems will be necessary
in the future not only for computers but also for objects of different types.

As we know, the unique one hundred percent secure IT system is the offline system. When we connect a
wide range of objects to the Internet, we have to ponder about the possible drawbacks. If we have a remote
controlled garage door installed at home, we know that if the system is compromised by an hacker we could
not get out our car. This could be a thought as an unreal example: why an hacker could compromise our
home automation system? Who could gain something from such action? The answer to these questions is that
actually the Internet is the ground on which the so called “viruses” grow exponentially day by day (this is
reported in the 2014 annual documents of the most important antivirus producers), often in the form of
botnets (complex distributed systems of “warms”) which spread to generic Internet connected systems.

Furthermore, and we will detail the concept in the next chapter when we will talk about hardware and
software specification of the IoT platform, the most part of the IoT devices is equipped with general purpose
(Linux) or general purpose derived systems (like Android).

So, when connected to the Internet, our home objects and devices suffers the same IT security problems of
our old desktop PC. Figure 1.4 shows the Verizon detected most widespread IT system threats during the last
year (2014).
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Figure 1-4. Cyber attacks during 2014.

The problem of objects security is closely linked with the issue of privacy. Many privacy challenges
linked to the Internet-Of-Things have been identified by researchers to preserve user privacy in all
circumstances. These challenges are mostly the assurance and guarantee of anonymity, user consent and
freedom of choice.

Criticism and controversies are normal aspects of every technological revolution. And we believe that the
Internet-Of-Things is the future in our everyday life experience.

At this point we have only an initial theoretical idea of what is the Internet-Of-Things. In the following
Chapter 2 we begin with a technological overview of those devices which make possible the complete
realization of IoT in our real life.



2 The Boards World

2.1 INTRODUCTION

As said at the end of the previous chapter after a brief description of the Internet-Of-Things, the second
step to our learning of the matter is an analysis of the physical devices which make possible the realization of
IoT in the real life.

This chapter is an overview of the current state of the world of programmable cards.

The first goal of the section is to clarify the differences between the tens of platform which are on the
market. To simplify the description, we make a first reduction of the big set of platforms to two macro-types:
the microcontroller and the mini PC. The second simplification we make is to choose five platforms which
cover the features of the whole board set. Each of this five devices has characteristics more less near to the
microcontroller or to the mini PC macro-types, and we highlight this features.

The second aim of our comparison is to place the platform on which we focus in the following of this
paper (i.e., the Intel Galileo board) in the right position into the board panorama.

2.2 BOARDS OVERVIEW

Since 2005 with the first outcome of the Arduino board, many embedded systems for the Internet-Of-
Things appeared on the market. The big set of these boards is really heterogeneous.

Some of them, such as Arduino, are programmable cards precisely designed to handle input from sensors
and output to actuators (both analog and digital). These are programmable devices designed to deal with the
external environment. We put them into the macro-type of microcontroller.

Others (like the BeagleBoard we describe in the following) are real mini PC with good performance. But
the major part of the board set is represented by platforms which have characteristics of both types. So, we
felt a bit confusing the first time we explored the world of the loT devices. If a mini PC is a platform for the
Internet-Of-Things, also a small size desktop PC could be considered at the same manner?

As we see in the following, actually all the platform we analyse are IoT devices in some way. Some of
them are more IoT microcontrollers than mini PCs, others are more useful and powered to be applied as mini
PC (for example as server for remote controlling). Some, as our Intel Galileo, try to be both kind at the same
time.

Despite a lot of differences between one platform to another, there are some characteristics shared by all
these devices and which make the difference of these IoT platform from a standard PC: the low size, weight
and power consumption. And, not least because it is less important, they are all featured with some pin
interface for attaching external devices (sensor or actuator) to deal with the environment they are placed.

We describe our five selected 1oT platform from the hardware to the software side. Our candidates are the
Arduino platform, the BeagleBoard, the Raspberry Pi, the UDOO board and the Intel Galileo platform.

We present Arduino as representative of the programmable microcontroller macro-type; BeagleBoard and
Raspberry Pi for the mini PC macro-type (we actually see as the Raspberry Pi comes as a mini PC but
approaching the world of microcontrollers); UDOO as the perfect mix of the two families of boards.

Finally we see where the new Intel Galileo fits, as the only x86 Internet-Of-Things embedded platform.

All sections 2.2.x which follows deal with a detailed description of the features of these five boards. The
reader not interested in these details could skip to section 2.3 for a detailed comparison between them on the
basis of their technical skills and to section 2.4 where we summarize what is the current state of the art of the
IoT boards and we place the Intel Galileo platform into its natural place.

7



2.2.1 ARDUINO

Arduino is an open-source hardware designed and manufactured as standard for building digital devices
that can sense and control the physical world.

The first Arduino was introduced in 2005. The project target was to provide an inexpensive and easy way
for hobbyists, students, and professionals to create devices that interact with the environment using sensors
and actuators. Common examples for beginner hobbyists include simple robots, thermostats and motion
detectors.

Arduino boards may be purchased preassembled, or as do-it-yourself kits. The hardware design
information is available for those who would like to assemble an Arduino by hand. Adafruit Industries
estimated in mid-2011 that over 300,000 official Arduinos had been commercially produced, and in 2013 that
700,000 official boards were in users' hands.

FXWR!ARDUINO

G2) (mmyon () O C

=
3.

Figure 2-1. The Arduino UNO

Hardware

An Arduino board consists of an Atmel 8-bit AVR microcontroller with complementary components that
facilitate programming and incorporation into other circuits. An important aspect of the Arduino is its
standard connectors, which lets users connect the board to a variety of interchangeable add-on modules
called “shields”. Some shields communicate with the Arduino board directly over various pins, but many
shields are individually addressable via an I?°C serial bus - so many shields can be stacked and used in
parallel. Official Arduinos use the megaAVR series of chips, specifically the ATmega8, ATmegal68,
ATmega328, ATmegal280, and ATmega2560. A handful of other processors have been used by Arduino
compatibles. Most boards include a 5 volt linear regulator and a 16 MHz crystal oscillator (or ceramic
resonator in some variants), although some designs such as the LilyPad run at 8 MHz and dispense with the
onboard voltage regulator due to specific form-factor restrictions. An Arduino's microcontroller is also pre-
programmed with a boot loader that simplifies uploading of programs to the on-chip flash memory,
compared with other devices that typically need an external programmer. This makes using an Arduino more
straightforward by allowing the use of an ordinary computer as the programmer.

At a conceptual level, when using the Arduino software stack, all boards are programmed over an RS-232
serial connection, but the way this is implemented varies by hardware version. Serial Arduino boards contain
a level shifter circuit to convert between RS-232-level and TTL-level signals. Current Arduino boards are
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programmed via USB, implemented using USB-to-serial adapter chips such as the FTDI FT232. Some
variants, such as the Arduino Mini and the unofficial Boarduino, use a detachable USB-to-serial adapter
board or cable, Bluetooth or other methods. (When used with traditional microcontroller tools instead of the
Arduino IDE, standard AVR ISP programming is used.)

The Arduino board exposes most of the microcontroller's 1I/O pins for use by other circuits. The Diecimila,
Duemilanove, and current Uno provide 14 digital 1/O pins, six of which can produce pulse-width modulated
signals, and six analog inputs, which can also be used as six digital I/O pins. These pins are on the top of the
board, via female 0.10-inch (2.5 mm) headers. Several plug-in application shields are also commercially
available. The Arduino Nano, and Arduino-compatible Bare Bones Board and Boarduino boards may provide
male header pins on the underside of the board that can plug into solderless breadboards.

There are many Arduino-compatible and Arduino-derived boards. Some are functionally equivalent to an
Arduino and can be used interchangeably. Many enhance the basic Arduino by adding output drivers, often
for use in school-level education to simplify the construction of buggies and small robots. Others are
electrically equivalent but change the form factor - sometimes retaining compatibility with shields,
sometimes not. Some variants use completely different processors, with varying levels of compatibility.

The first Arduino was designed as pure microcontroller for sensor driving, without any interface for net
connections. During the years, the most part of the Arduino boards began to mount Ethernet and/or Wireless
interfaces for Internet connection and network expansion shields appeared for those Arduinos which had no
on-board network adapters. This is how the Arduino entered the world of the Internet-Of-Things.

Software

The Arduino integrated development environment (IDE) is a cross-platform application written in Java,
and derives from the IDE for the Processing programming language and the Wiring projects. It is designed to
introduce programming to artists and other newcomers unfamiliar with software development. It includes a
code editor with features such as syntax highlighting, brace matching, and automatic indentation, and is also
capable of compiling and uploading programs to the board with a single click. A program or code written for
Arduino is called “sketch”.

Arduino programs are written in C or C++. The Arduino IDE comes with a software library called
"Wiring" from the original Wiring project, which makes many common input/output operations much easier.
Users only need define two functions to make a runnable cyclic executive program:

- setup(): a function run once at the start of a program that can initialize settings
- loop(): a function called repeatedly until the board powers off

A typical first program for a microcontroller simply blinks an LED on and off. In the Arduino
environment, the user might write a program like this:

#define LED PIN 13

void setup () {

pinMode (LED PIN, OUTPUT); // Enable pin 13 for digital output
/

void loop () {

digitalWrite (LED PIN, HIGH); // Turn on the LED

delay (1000), // Wait one second (1000 milliseconds)



digitalWrite (LED PIN, LOW); // Turn off the LED
delay (1000); // Wait one second

/

The previous code would not be seen by a standard C++ compiler as a valid program, so when the user
clicks the "Upload to I/O board" button in the IDE, a copy of the code is written to a temporary file with an
extra include header at the top and a very simple “main()” function at the bottom, to make it a valid C++
program.

The Arduino IDE uses the GNU toolchain and AVR Libc to compile programs, and uploads programs to
the board. Also, Arduino developers can use in programming their sketches the C/C++ AVR API provided bu
the Arduino IDE.

2.2.2 RASPBERRY PI

The Raspberry Pi is a credit card-sized single-board computer developed in the UK by the Raspberry Pi
Foundation with the intention of promoting the teaching of basic computer science in schools.

The Raspberry Pi is manufactured in four board configurations through licensed manufacturing
agreements with Newark element14 (Premier Farnell), RS Components and Egoman. These companies sell
the Raspberry Pi online. Egoman produces a version for distribution solely in China and Taiwan, which can
be distinguished from other Pis by their red coloring and lack of FCC/CE marks. The hardware is the same
across all manufacturers.

The Raspberry Pi is based on the Broadcom BCM2835 system on a chip (SoC), which includes an
ARMI1176JZF-S 700 MHz processor, VideoCore IV GPU, and was originally shipped with 256 megabytes of
RAM, later upgraded (Model B & Model B+) to 512 MB. The system has Secure Digital (SD) or MicroSD
(Model A+ and B+) sockets for boot media and persistent storage.

In 2014, the Raspberry Pi Foundation launched the Compute Module, which packages a BCM2835 with
512MB RAM and an eMMC FLASH chip into a module for use as a part of embedded systems.

The Foundation provides Debian and Arch Linux ARM distributions for download. Tools are available for
Python as the main programming language, with support for BBC BASIC (via the RISC OS image or the
Brandy Basic clone for Linux), C, C++, Java, Perl and Ruby.

As of October 2014, about 3.8 million boards had been sold.

Raspberry |Pi) Mode! B+ V1.2
(@© Raspberry Pi-2014 2L
=

< waug
-7

Figure 2-2. The Raspberry Pi Model B+
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Hardware
Processor

The SoC used in the Raspberry Pi is somewhat equivalent to the chip used in older smartphones (Android
or iPhone / 3G / 3GS). The Raspberry Pi is based on the Broadcom BCM2835 system on a chip (SoC),
which includes an 700 MHz ARM1176JZF-S processor, VideoCore IV GPU, and RAM. It has a Level 2
cache of 128 KB, used primarily by the GPU, not the CPU. The SoC is stacked underneath the RAM chip, so
only its edge is visible.

While operating at 700 MHz by default, the Raspberry Pi provides a real world performance roughly
equivalent to 0.041 GFLOPS. On the CPU level the performance is similar to a 300 MHz Pentium II of
1997-1999. The GPU provides 1 Gpixel's or 1.5 Gtexel/s of graphics processing or 24 GFLOPS of general
purpose computing performance. The graphics capabilities of the Raspberry Pi are roughly equivalent to the
level of performance of the Xbox of 2001.

Overclocking

The Raspberry Pi chip operates at 700 MHz by default and doesn't become hot enough to need a heatsink
or special cooling, unless the chip is overclocked.

Most Raspberry Pi chips can be overclocked to 800 MHz and some even higher to 1000 MHz. In the
Raspbian Linux distro the overclocking options on boot can be done by a software command running "sudo
raspi-config" without voiding the warranty. In those cases the Pi automatically shuts the overclocking down
in case the chip reaches 85°C (185°F), but it is possible to overrule automatic over voltage and overclocking
settings (voiding the warranty). In that case, one can try putting an appropriately sized heatsink on it to keep
the chip from heating up far above 85 °C.

Newer versions of the firmware contain the option to choose between five overclock ("turbo") presets that
when turned on try to get the most performance out of the SoC without impairing the lifetime of the Pi. This
is done by monitoring the core temperature of the chip, and the CPU load, and dynamically adjusting clock
speeds and the core voltage. When the demand is low on the CPU, or it is running too hot, the performance is
throttled, but if the CPU has much to do, and the chip's temperature is acceptable, performance is temporarily
increased, with clock speeds of up to 1 GHz, depending on the individual board, and on which of the turbo
settings is used. The five settings are:

- None; 700 MHz ARM, 250 MHz core, 400 MHz SDRAM, 0 overvolt,

- Modest; 800 MHz ARM, 250 MHz core, 400 MHz SDRAM, 0 overvolt,
- Medium; 900 MHz ARM, 250 MHz core, 450 MHz SDRAM, 2 overvolt,
- High; 950 MHz ARM, 250 MHz core, 450 MHz SDRAM, 6 overvolt,

- Turbo; 1000 MHz ARM, 500 MHz core, 600 MHz SDRAM, 6 overvolt.

In the highest (turbo) preset the SDRAM clock was originally 500 MHz, but this was later changed to 600
MHz because 500 MHz sometimes causes SD card corruption. Simultaneously in high mode the core clock
speed was lowered from 450 to 250 MHz, and in medium mode from 333 to 250 MHz.

RAM

On the older beta model B boards, 128 MB was allocated by default to the GPU, leaving 128 MB for the
CPU. On the first 256 MB release model B (and Model A), three different splits were possible. The default
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split was 192 MB (CPU RAM), which should be sufficient for standalone 1080p video decoding, or for
simple 3D, but probably not for both together. 224 MB was for Linux only, with just a 1080p framebuffer,
and was likely to fail for any video or 3D. 128 MB was for heavy 3D, possibly also with video decoding (e.g.
XBMC). Comparatively the Nokia 701 uses 128 MB for the Broadcom VideoCore IV. For the new model B
with 512 MB RAM initially there were new standard memory split files released ( arm256 start.elf,
arm384 start.elf, arm496_start.elf) for 256 MB, 384 MB and 496 MB CPU RAM (and 256 MB, 128 MB
and 16 MB video RAM). But a week or so later the RPF released a new version of start.elf that could read a
new entry in config.txt (gpu mem=xx) and could dynamically assign an amount of RAM (from 16 to 256
MB in 8 MB steps) to the GPU, so the older method of memory splits became obsolete, and a single start.elf
worked the same for 256 and 512 MB Pis.

Networking

Though the Model A and A+ do not have an 8P8C ("RJ45") Ethernet port, it can be connected to a
network using an external user-supplied USB Ethernet or Wi-Fi adapter. On the model B and B+ the Ethernet
port is provided by a built-in USB Ethernet adapter.

Peripherals
Generic USB keyboards and mice are compatible with the Raspberry Pi.

Video

The video controller is capable of standard modern TV resolutions, such as HD and Full HD, and older
standard CRT TV resolutions.

Low-level peripherals details
RPi A+,B+ have GPIO J8 40-pin pinout. Models A and B have only the first 26 pins.
Model B rev 2 also has a pad P6 of 8 pins offering access to an additional 4 GPIO connections.

Models A and B provide GPIO access to the ACT status LED using GPIO 16. Models A+ and B+ provide
GPIO access to the ACT status LED using GPIO 47, and the Power status LED using GP1O 35.

Accessories

- Camera. On 14 May 2013, the foundation and the distributors RS Components & Premier
Farnel/Element 14 launched the Raspberry Pi camera board with a firmware update to accommodate
it. The camera board is shipped with a flexible flat cable that plugs into the CSI connector located
between the Ethernet and HDMI ports. In Raspbian, one enables the system to use the camera board
by the installing or upgrading to the latest version of the OS and then running Raspi-config and
selecting the camera option. The cost of the camera module is 20 EUR in Europe (9 September 2013).
It can produce 1080p, 720p, 640x480p video. The footprint dimensions are 25 mm x 20 mm x 9 mm.

- Gertboard. A Raspberry Pi Foundation sanctioned device designed for educational purposes, and
expands the Raspberry Pi's GPIO pins to allow interface with and control of LEDs, switches, analog
signals, sensors and other devices. It also includes an optional Arduino compatible controller to
interface with the Pi.

- Infrared Camera. In October 2013, the foundation announced that they would begin producing a
camera module without an infrared filter, called the Pi NolR.
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HAT (Hardware Attached on Top) expansion boards. Together with the model B+, inspired by the
Arduino shield boards, were devised by the Raspberry PI Foundation. Each HAT board carries a small
EEPROM (typically a CAT24C32WI-GT3) containing the relevant details of the board, so that the
Raspberry PI's OS is informed of the HAT, and the technical details of it, relevant to the OS using the
HAT.

Software

Operating systems

The Raspberry Pi primarily uses Linux-kernel-based operating systems.

The ARMI1 chip at the heart of the Pi is based on version 6 of the ARM. The current releases of several
popular versions of Linux, including Ubuntu, will not run on the ARMI11. It is not possible to run Windows
on the Raspberry Pi.

The install manager for the Raspberry Piis NOOBS. The operating systems included with NOOBS are:

Archlinux ARM

OpenELEC

Pidora (Fedora Remix)

Puppy Linux

Raspbmce and the XBMC open source digital media center

RISC OS — The operating system of the first ARM-based computer

Raspbian (recommended) — Maintained independently of the Foundation; based on the ARM hard-
float (armhf) Debian 7 '"Wheezy' architecture port originally designed for ARMv7 and later processors
(with Jazelle RCT/ThumbEE, VFPv3, and NEON SIMD extensions), compiled for the more limited
ARMV6 instruction set of the Raspberry Pi. A minimum size of 4 GB SD card is required.

Other operating systems are:

Xbian and the XBMC open source digital media center
openSUSE
Raspberry Pi Fedora Remix

Slackware ARM — Version 13.37 and later runs on the Raspberry Pi without modification. The 128—
496 MB of available memory on the Raspberry Pi is at least twice the minimum requirement of 64
MB needed to run Slackware Linux on an ARM or 386 system. (Whereas the majority of Linux
systems boot into a graphical user interface, Slackware's default user environment is the textual shell /
command line interface.) The Fluxbox window manager running under the X Window System
requires an additional 48 MB of RAM.

FreeBSD and NetBSD
Plan 9 from Bell Labs and Inferno (in beta)

Moebius — A light ARM HF distribution based on Debian. It uses Raspbian repository, but it fits in a 1
GB SD card. It has just minimal services and its memory usage is optimized to keep a small footprint.

OpenWrt — Primarily used on embedded devices to route network traffic.
Kali Linux — A Debian-derived distro designed for digital forensics and penetration testing.

Instant WebKiosk — An operating system for digital signage purposes (web and media views)
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- Ark OS — Website and email self-hosting

- Minepion — Dedicated operating system for mining cryptocurrency
- Kano OS http://kano.me/downloads

- Nard SDK For industrial embedded systems

Driver APIs

Raspberry Pi can use a VideoCore IV GPU via a binary blob, which is loaded into the GPU at boot time
from the SD-card, and additional software, that initially was closed source. This part of the driver code was
later released, however much of the actual driver work is done using the closed source GPU code.
Application software uses calls to closed source run-time libraries (OpenMax, OpenGL ES or OpenVG)
which in turn calls an open source driver inside the Linux kernel, which then calls the closed source
Videocore IV GPU driver code. The API of the kernel driver is specific for these closed libraries. Video
applications use OpenMAX, 3D applications use OpenGL ES and 2D applications use OpenVG which both
in turn use EGL. OpenMAX and EGL use the open source kernel driver in turn.

Third party application software

- Mathematica — Since 21 November 2013, Raspbian includes a full installation of this proprietary
software for free. As of 1 August 2014 the version is Mathematica 10.

- Minecraft — Released 11 February 2013; a version for the Raspberry Pi, in which you can modify the
game world with code.

2.2.3 BEAGLEBOARD

The BeagleBoard is a low-power open-source hardware single-board computer produced by Texas
Instruments in association with Digi-Key and Newark element14. The BeagleBoard was also designed with
open source software development in mind, and as a way of demonstrating the Texas Instrument's
OMAP3530 system-on-a-chip. The board was developed by a small team of engineers as an educational
board that could be used in colleges around the world to teach open source hardware and software
capabilities. It is also sold to the public under the Creative Commons share-alike license. The board was
designed using Cadence OrCAD for schematics and Cadence Allegro for PCB manufacturing; no simulation
software was used.

14



http://kano.me/downloads

Figure 2-3. The BeagleBoard-xM

Hardware (-xM board)

The BeagleBoard measures approximately 75 by 75 mm and has all the functionality of a basic computer.
The OMAP3530 includes an ARM Cortex-A8 CPU (which can run Linux, Minix, FreeBSD, OpenBSD,
RISC OS, or Symbian; Android is also being ported), a TMS320C64x+ DSP for accelerated video and audio
decoding, and an Imagination Technologies PowerVR SGX530 GPU to provide accelerated 2D and 3D
rendering that supports OpenGL ES 2.0. Video out is provided through separate S-Video and HDMI
connections. A single SD/MMC card slot supporting SDIO, a USB On-The-Go port, an RS-232 serial
connection, a JTAG connection, and two stereo 3.5 mm jacks for audio in/out are provided.

Built-in storage and memory are provided through a PoP chip that includes 256 MB of NAND flash
memory and 256 MB of RAM (128 MB on earlier models).

The board uses up to 2 W of power and can be powered from the USB connector, or a separate 5 V power
supply. Because of the low power consumption, no additional cooling or heat sinks are required.

A modified version of the BeagleBoard called the BeagleBoard-xM started shipping on August 27, 2010.
The BeagleBoard-xM measures in at 82.55 by 82.55 mm and has a faster CPU core (clocked at 1 GHz
compared to the 720 MHz of the BeagleBoard), more RAM (512 MB compared to 256 MB), onboard
Ethernet jack, and 4 port USB hub. The BeagleBoard-xM lacks the onboard NAND and therefore requires
the OS and other data to be stored on a microSD card. The addition of the Camera port to the -xM provides a
simple way of importing video via Leopard Board cameras.

The following list enumerates the Raspberry hardware features:
- Package on Package POP CPU/memory chip.
- Processor TI DM3730 Processor - | GHz ARM Cortex-A8 core
- 'HD capable' TMS320C64x+ core (800 MHz up to 720p @30 fps)

- Imagination Technologies PowerVR SGX 2D/3D graphics processor supporting dual
independent displays[§]

- 512 MB LPDDR RAM

- 4 GB microSD card supplied with the BeagleBoard-xM and loaded with The Angstrom
Distribution

- Peripheral connections
- DVI-D (HDMI connector chosen for size - maximum resolution is 1400x1050)
- S-Video
- USB OTG (mini AB)
- 4 USB ports
- Ethernet port
- MicroSD/MMC card slot
- Stereo in and out jacks
- RS-232 port
- JTAG connector
- Power socket (5 V barrel connector type)

- Camera port
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- Expansion port
- Optional expansion boards
- BeagleBoard Zippy - Feature expander daughter card for BeagleBoard

- BeagleBoard Zippy2 - Second-generation Zippy. (UART, EEPROM, 100BASE-T, SD-Slot,
RTC, I*)C (5 V))

- BeagleTouch Display - Touchscreen 4.3" OLED panel with touchscreen, and drivers for
Angstrom Linux built by Liquidware.

- BeagleLCD2 Expansion Board - 4.3" wide aspect LCD panel + touchscreen with interface
board. Developed by HY Research.

- BeagleJuice - Lithium-ion battery pack for portability developed and built by Liquidware.

- WLAN adapter - This additional expansion card enables wireless connectivity functionality
for the BeagleBoard.

- BeadaFrame - 7" TFT LCD display kit includes touch panel and a plastic frame, by NAXING
Electronics.

- 4DLCD CAPE - 4.3", 480x272 resolution LCD cape with resistive touch or non-touch and
seven push buttons

- Vifff-024 - a very sensitive camera allowing capture of video stream at quarter moon
illumination. Developed by ViSensi.org.

Software
As a complete ARM computer, BeagleBoard can be equipped with all ARM compilable software.

The board has been demonstrated using Android, Angstrom Linux, Fedora, Ubuntu, VxWorks, Gentoo,
Arch Linux ARM and Maemo Linux distributions, FreeBSD, the Windows CE operating system, Symbian,
QNX and a version of RISC OS 5 made available by RISC OS Open.

2.2.4 UDOO

The UDOO is a single-board computer integrated with a microcontroller Arduino 2 compatible, designed
for the education of computer science, the world of Makers and the Internet of Things.

The product was launched on Kickstarter at April 2013 reaching wide consensus. 3 models of UDOO
available: UDOO Dual Basic, UDOO Dual, UDOO Quad, respectively at the price of $99, $115, $135.

UDOQO is a development platform that merges a Dual or Quad Core ARM Freescale Cortex-A9 iMX 6
CPU, with optimal performances both on Linux and on Android operating system, and an Arduino 2
compatible board, embedded with a dedicated ARM Atmel SAM3X8E CPU.

UDOO is a joint effort of Aidilab srl and SECO USA Inc, in collaboration with a multidisciplinary team of
researchers with expertise in interaction design, embedded systems, sensor networks and cognitive science.
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Figure 2-4. The UDOO board

Hardware

UDOO board is equipped with two CPU. The Freescale i.MX 6 is an ARM Cortex A9 processor based on
ARM v7 instruction set. Next generation graphics and high-definition video are central in the iMX 6 series.
The 1.MX 6 series supports up to 1080p60 video playback, enabling exceptional high-quality videos with low
power consumption for devices playing high-definition content. The 3D graphics engine in the top of the line
1.MX 6 Quad and i.MX 6 Dual processors are capable of providing up to 200 Mt/s, which enables ultra-
vivid, realistic graphics critical for multimedia. These applications combine the power of the main cores with
the until-now-untapped potential of the 3D engine to perform computational tasks.

Otherwise Atmel SAM3X implements real-time computing and allows full compatibility with Arduino

Due prototyping board. With this solution UDOO can be used like an Arduino Due microcontroller and
programmed in the same way.

They are both stand-alone with different clocks and no shared memory. They both process their tasks
asynchronously without any kind of emulation.

They do however share some communication channels:
- a UART Serial (used with Linux)

- aUSB OTG Bus (used with Android)

- all the digital pins of the external Arduino pinout.

UDOO is based on a Dual or Quad core ARM cortex-A9 CPU delivering great performance on both
Android and Linux OS, and a dedicated ARM processor for the GPIO.

The hardware specifications are:
- Freescale i.MX 6 ARM Cortex-A9 CPU Dual/Quad core at 1 GHz

Integrated GPU: each processor provides three separate accelerators for 2D, OpenGL ES2.0 3D and
OpenVG

- Atmel SAM3X8E ARM Cortex-M3 CPU (same as Arduino Due)
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- RAM DDR3 1GB

- 76 fully available GPIO

- Arduino-compatible R3 1.0 pinout

- HDMI and LVDS + Touch (7" and 15")
- Ethernet RJ45 (10/100/1000 MBit)

- WiFi module

- Micro USB and Micro USB OTG

- USB type A (x2) plus a supplementary USB key and a supplementary USB connector (requires a
specific wire)

- I/O analog audio

- SATA (Quad-Core version only)
- CSI Camera connection

- Micro SD (boot device)

- 6V to 18v power supply and external battery connector

The following accessories are available:
- MIPI 5 MP Camera module

- MIPI 5 MP IR Camera module

- Kit LCD 7" Touch

- Kit LCD 15.6" Touch

- Kit LCD 15.6"

Software
As a complete ARM computer, UDOO can be equipped with all ARM compilable software.

The UDOO board comes with 2 micro SD card (optional) with inside Android and Ubuntu Linux.

2.2.5 INTEL GALILEO GEN 2

Intel Galileo is the first in a line of Arduino-certified development boards based on Intel x86 architecture
and is designed for the maker and education communities.

Intel Galileo combines Intel technology with support for Arduino ready-made hardware expansion cards
(called "shields") and the Arduino software development environment and libraries. The development board
runs an open source Linux operating system with the Arduino software libraries, enabling re-use of existing
software, called "sketches". Intel Galileo can be programmed through OS X, Microsoft Windows and Linux
host operating software. The board is also designed to be hardware and software compatible with the
Arduino shield ecosystem.

Intel Galileo features the Intel Quark SoC X1000, the first product from the Intel Quark technology family
of low-power, small-core products. Intel Quark represents Intel's attempt to compete within markets such as
the Internet of Things and wearable computing. Designed in Ireland, the Quark SoC X1000 is a 32-bit, single
core, single-thread, Pentium (P54C/i586) instruction set architecture (ISA)-compatible CPU, operating at
speeds up to 400 MHz.
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In addition to supporting the Arduino shield ecosystem, the Intel development board comes with several
computing industry standard I/O interfaces, including ACPI, PCI Express, 10/100 Mbit Ethernet, SD, USB
2.0 device and EHCI/OHCI USB host ports, high-speed UART, RS-232 serial port, programmable § MB
NOR flash, and a JTAG port for easy debug. Intel Galileo supports the Arduino IDE running a top Linux
software stack, supported by a common open source tool chain.
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Figure 2-5. The Intel Galileo Gen 2

Hardware and Software

Hardware and software of the Intel Galileo board are the main topics of this document. They will be
described in details in the next chapter.

2.3 BOARDS COMPARISON

After the above detailed technical description, we are going to compare the five boards to state our final
view of the IoT platforms panorama. To make this comparison, our evaluation belongs the following
criterias:

- Market data;

- CPU, GPU and Memory;

- 1/O Interfaces and Ports;

- Audio/Video Interfaces;

- Operating System;

- Physical and Electrical features.

As representative of the Arduino platforms we choose the Arduino Uno board. The other Arduinos have
similar technical specifications.
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Market data

Name Model Release date | Price range [key]
Arduino Uno R3 2010/09 1
BeagleBoard D 2012/10 4
BeagleBoard-xM |C2 2010/09 4
Intel Galileo Gen 2 [N/A 2013/10 2
Raspberry Pi Model A, B, A+, B+ [2012/02 (A) 1

2012/10 (B)
2014/07 (B+)
2014/11 (A+)
ubDOO Dual Basic 2013/10 4
Dual, Quad 2013/10 5
Notes

Price range : approximate price as of August 2014, grouped in these

intervals:

1: Lowest cost, corresponding to 0-49 USD;
2: Low cost, corresponding to 50-79 USD;
3: Medium cost, corresponding to 80-119 USD;

4: High cost, corresponding to 120-169 USD;

5: Highest cost, corresponding to 170 USD and higher.

As shown in the above comparison table, the Arduino Uno is the cheapest board. It is what we expected:
the most simple hardware is also the cheapest. A different consideration must be done for the Raspberry Pi.
As the Arduino, it is a low price board, even though it is a good performance mini PC. As we discuss in the
next section, the Raspberry Piis the best choice if we need a mini PC board and not a device microcontroller.

The Intel Galileo, with its entry level mini PC hardware, is the second in ascending price order. This
suggests something we will discuss later: the Intel Galileo is more an Arduino microcontroller than a mini

PC.

The BeagleBoard and the UDOO are the most expensive platforms. If the BeagleBoard is a middle level

hardware, the UDOO is a real high performance mini PC.

CPU, GPU and Memory

Name SoC CPU
Architecture Cores Frequency
Arduino Uno Atmel ATmega328P AVR 1|16 MHz
BeagleBoard TI OMAP3530 ARM Cortex-A8 1|720 MHz
BeagleBoard-xM Tl Sitara AM37x ARM Cortex-A8 1{1 GHz
Intel Galileo Gen 2 Intel Quark SoC X1000 x86 Quark 1/400 MHz
Raspberry Pi Model A/ Brev 1 Broadcom BCM2835 ARM11 1{700 MHz
Raspberry Pi Model B rev 2 / B+ Broadcom BCM2835 ARM11 1|700 MHz
UDOO Dual Basic Freescale i.MX6 Dual Lite |ARM Cortex-A9 (3 (2+1)|1GHz
Atmel SAM3X8E ARM Cortex-M3 84 MHz
UDOO Dual Freescale i.MX6 Dual Lite |ARM Cortex-A9 (3 (2+1)|1GHz
Atmel SAM3X8E ARM Cortex-M3 84 MHz
2 UDOO Quad Freescale i.MX6 Quad ARM Cortex-A9 |5(4+1)|1GHz
Atmel SAM3X8E ARM Cortex-M3 84 MHz




Name

GPU

Arduino Uno

N/A

BeagleBoard

TMS320C64x @430 MHz, DSP

BeagleBoard-xM

C64x, DSP

Intel Galileo Gen 2

N/A

Raspberry Pi Model A/ Brev 1

Broadcom VideoCore IV

Raspberry Pi Model B rev 2 / B+

Broadcom VideoCore IV

UDOO Dual Basic Vivante GC880 + GC320

UDOO Dual Vivante GC880 + GC320

UDOO Quad Vivante GC2000 + GC355 + GC320

Name RAM
Size Data rate[MT/s] | Data path width [bits] | Type

Arduino Uno 2 KB 16 8|SRAM
BeagleBoard 256 MB |? ? LPDDR
BeagleBoard-xM 512 MB |? ? LPDDR
Intel Galileo Gen 2 256 MB 800(? DDR3
Raspberry Pi Model A/ B rev 1 256 MB |? ? ?
Raspberry Pi Model B rev 2 / B+ 512 MB |? ? ?
UDOO Dual Basic 1GB 800 32|DDR3
UDOO Dual 1GB 800 32|DDR3
UDOO Quad 1GB 1066 64|DDR3

The data above mark another time the difference between an Arduino microntroller (with its 16Mhz CPU

frequency) and a mini PC with a quad core 1Ghz CPU and 1Gb of DDR3 Ram.

As shown by the above tables, a feature which differentiates the Intel Galileo board from the others is its

I/O Interfaces and Ports

x86 platform architecture, and as we see later this feature has a negative impact on the power consumption.

Name PCle [USB Storage

2.0 [3.0| Device On-board Flash slots [ SATA
Arduino Uno No No |No |No 32 KB Flash + 1 KB EEPROM |No No
BeagleBoard No 1|No |OTG |512 MB Flash SD No
BeagleBoard-xM No 4|No |Yes ? SD No
Intel Galileo Gen 2 1 mini 1[No |Client [8 MB Flash + 8 KB EEPROM (SD No
Raspberry Pi Model A No 1{No |? No SD No
Raspberry Pi Model B No 2{No |? No SD No
Raspberry Pi Model B+ |No 4|No |? No microSD [No
UDOO Dual Basic No 2+1 |[No [OTG |No microSD [No
UDOO Dual No 2+1 |[No [OTG |No microSD [No
UDOO Quad No 2+1 |[No [OTG |No microSD [SATA
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The interesting data we retrieve from the tables above is the presence or not of General Purpose
Input/Output pins (GPIOs). As we can see, the Intel Galileo and the UDOO platform are natively compatible
by hardware (and software) with the Arduino headers, which can be linked to digital and analog devices. The
Raspeberry Pi has GPIO interfaces only for digital devices. The BeagleBoard has some extension pins which

Name Networking Communication
Eth. Wi-Fi Bt. 12C | SPI
Arduino Uno No No No Yes |Yes
BeagleBoard No No No 7
BeagleBoard-xM 10/100 No No R
Intel Galileo Gen 2 10/100 No No Yes |Yes
Raspberry Pi Model A No No No Yes |Yes
Raspberry Pi Model B 10/100 No No Yes |Yes
Raspberry Pi Model B+ [10/100 No No Yes |Yes
UDOO Dual Basic No No No Yes |Yes
UDOQOO Dual GbE n (RT5370) |[No Yes |Yes
UDOO Quad GbE n (RT5370) |[No Yes |Yes
Name Generic I/0 Other interfaces
GPIO Analog
Arduino Uno 22|10-bit ADC, PWM |Arduino 1.0 headers

BeagleBoard Yes No

BeagleBoard-xM ? ? ?

Intel Galileo Gen 2 20|12-bit ADC, 6 PWM |Arduino 1.0 headers, JTAG, 6x UART
Raspberry Pi Model A 8|No UART

Raspberry Pi Model B 8|No UART

Raspberry Pi Model B+ 17|No UART

UDOO Dual Basic 76]10-bit ADC, PWM |Arduino 1.0 headers

UDOO Dual

76

10-bit ADC, PWM

Arduino 1.0 headers

UDOO Quad

76

10-bit ADC, PWM

Arduino 1.0 headers

can be configured as GPIO ports for digital devices.

The picture seems clear: if we need full support for digital and analog external devices (and the Arduino is
the most widespread sensor pin interface) we have to choice Arduino as a pure microcontroller, Intel Galileo
or UDOO if we need an equivalent of Arduino (i.e., an Arduino-compatible platform which we can expand

with the big set of the Arduino external hardware) plus a low end or high end mini PC.

Audio/Video Interfaces
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Name Mic In Audio Out HDMI LVDS Other Video Out
Arduino Uno N/A |N/A N/A N/A N/A
BeagleBoard Yes |Yes YesDVI compatible [No No
BeagleBoard-xM |Yes |Yes Yes No DVI-D, S-Video
Intel Galileo Gen 2 IN/A [N/A N/A N/A N/A
Raspberry Pi No Yes YesDVI compatible |? Composite video
ubDOO Yes 3.5 mm, HDMI, S/PDIF |Yes LCD header |No




The Audio/Video Interface features suggest another time that the Intel Galileo is more an Arduino than a
mini PC due to the absence of the Mic In, Audio and Video Out interfaces (which are necessary for a PC
configuration).

But, the Operating System specifications below highlight an important difference between Arduino and
the Intel Galileo: the Intel platform is a Linux system.

Operating System

Name Linux | Android BSD Windows Other
Arduino Uno No [No No No
BeagleBoard Yes |? ? ?
BeagleBoard-xM Yes |Yes ? ?
Intel Galileo Gen 2 Yes |No ? Yes
Raspberry Pi Yes |? FreeBSD, NetBSD |? RISC OS, Plan 9 OpenELEC Raspbian
UbOO Yes |Yes No No

Physical and Electrical features

Name Size [mm] Weight
Arduino Uno 75x 53 ?
BeagleBoard 78.74 x 76.2 ?
BeagleBoard-xM 82.5x82.5 ?
Intel Galileo Gen 2 123.8x72 ?

Raspberry Pi Model A+ [85.6 x 54.0 x 19.5 |45 g
Raspberry Pi Model A [85.6 x54.0x 19.5 |45 ¢
Raspberry Pi Model B [85.6 x 54.0x 19.5 |45 ¢
Raspberry Pi Model B+ [85.6 x 54.0 x 19.5 |45 g

ubDOO 110x 85 ?

Name Input voltage | Idle Power consumption | Max Power consumption Power source
Arduino Uno 7-12V 0.172 W 0.233 W ?
BeagleBoard 2.7-4.5V ? 2W miniUSB or DC jack
BeagleBoard-xM 5V ? 2W DC jack
Intel Galileo Gen 2 7-15V ? 15W DC jack or PoE
Raspberry Pi Model A+ |5V 0.5W 1.15W (5 W supply) Micro USB or GPIO header
Raspberry Pi Model A |5V 0.7W 5 W supply Micro USB or GPIO header
Raspberry Pi Model B |5V 1.8W 2.4 W (5 W supply) Micro USB or GPIO header
Raspberry Pi Model B+ |5V 1.0wW 5 W supply Micro USB or GPIO header
uDOO 6-18V ? 3-4W DC jack, or GPIO header or pin header

From the results above it is interesting to see the wide range in power usage. At the high end the Intel
Galileo board consumes about 15W of energy when stressed! This high power consumption is likely a result
of the peripherals and supporting chips on the board. The Galileo has a lot of peripheral chips like an /O
extender, analog to digital converter, Ethernet adapter, etc.. which all consume power, while the Arduino is
an ATMega chip and something more. Also, we suppose that the difference between the Intel Galileo and the
other mini PC platforms is all in the x86 Quark processor (responsible of more power consumption than an
ARM processor board).
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So, after our detailed boards comparison we could state our consideration about the current panoma of
Internet-Of-Things devices.

First of all, our doubt about the IoT concept applicability to a classical desktop PC is now clear: a desktop
PC is not a IoT device. All the Internet-Of-Things platforms are small, light and low power consumption
electronic cards. While a classic PC is a general purpose machine, each IoT device has its particular feature
which makes it different from the others. For example, in the case of Arduino we have the most cost effective
platform when we deal with power consumption. Otherwise, if we need a Linux platform to setup an on
board remote web control application, we have to choose at least a Raspberry Pi, or a UDOO if we have not
the problem of minimizing the cost and if we want a best performance platform. But, for example if we need
an analog pin interface for external hardware, our choice is restricted to the Arduino-compatible boards, i.e.
the Intel Galileo or the UDOO board.

What we learn from our study is that the market offers to the makers everything they need. Each platform
has its pros and cons and its peculiarities. The choice a maker is called to make depends on the project he
wants to realize, on his budget and so on.

A second aspect we find studying these IoT devices is that their dimensions and power supply needs,
although minimal, make applications like Home Automation and Industry more natural than clothes or “on
the move” installations. Only recently the Arduino company made a “nano” Arduino platform porting called
LilyPad (various model are shown in figure 2.6). The project is at its beginning and the device has no on-
board network interfaces, but as the LilyPad has the same pin layout of the classical Arduino for analog and
digital inputs and outputs, a standard Arduino Ethernet or WiFi adapter can be installed on it.

B g P N Wl

Figure 2-6. Various Arduino LilyPad models.

Described the state of art of the Internet-Of-Things devices, we are now ready to understand where the
Intel Galileo places into the big set of the IoT platforms. The next section deals with it.

2.4 WHERE DOES THE INTEL GALILEO FIT?

As seen above in the detailed comparison, for some platforms (such as the Arduino Uno) the classification
is simple and straightforward.
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Arduino is basically a microcontroller which includes all the circuitry needed to manage the expansion
hardware and software programming,

The Beagleboard is actually a mini PC. The term "mini" refers more to the size of the board than to the
performance, because the platform characteristics are those of a midrange desktop PC of some years ago.
Some of the expansion pins can be configured as GPIO ports, even if the expansion pin are designed
primarily to use as socket for the optional expansion boards previously described.

Also the Raspberry Pi is mainly a mini PC, but it provides native GPIO ports for input and output to
digital devices. In this sense the card approaches the logic of the microcontroller as a platform for external
hardware management, although natively it has limitations with respect to the Arduino because of the lack of
analog GPIO. "natively" is specified because recently the Cooking Hacks community (www.cooking-
hacks.com ) created and put on the market an expansion card which allows Raspberry to drive Arduino-
compatible devices (the so called “shields”). Along with the card, Arduino APIs are also provided for
development.

Raspberry is therefore a first example in which a classification between microcontroller or mini PC is not
so straightforward.

The board UDOO is the full realization of this concept. The card wants to be natively both a mini PC (as
seen above with high performance) and a hardware microcontroller. The will of the designers is so clear that
the card uses two distinct processors, one for the PC side, the other to manage the hardware microcontroller.

The Intel Galielo board is the more difficult to classify. The card is certainly a microcontroller (it
implements the hardware and software Arduino specification). It is an x86 processor platform similar to the
old Pentium PC (400MHz CPU, 256Mb Ram), but it is not classifiable as a mini PC as it lacks some key
features such as a video output (RCA, VGA or HDMI) and an audio output. These architectural choices
suggest that the card has been designed as an evolution of the classic microcontroller (Arduino is the best
known example) to approach the world of Internet of Things. The card is a Linux platform that emulates the
Arduino hardware and software. We basically have a Arduino microcontroller which lives on a Linux
system. But, unlike UDOO in which the Linux system can be used as a real PC, in the case of Galileo the
Linux system is thought as the ground on which Arduino leans and from which Arduino can extend its
functionalities. For example, an Arduino sketch can call the Linux subsystem and perform any operation,
such as the launch of a C/C++ or Python application, Bash command, etc.. Through appropriate mechanisms,
the Arduino sketch can read and manage the results of these calls to the Linux subsystem.

The Linux subsystem gives to the board, in addition to the just mentioned development tools, the
possibility of a full connection to the Internet. For example, the maker can handle the remote control in a
more effective way of an Arduino board. As we will see later, on the Linux distribution which runs on
Galileo, tools such as Apache2 and PHPS5 can be compiled and installed.

In this sense, the board wants to be the full realization of the Internet Of Things: a device designed for
driving of hardware extensions (sensors and actuators of all kinds), but with the ability to connect to the
Internet without limits. All this features on a single board.

Raspberry and UDOO could do the same things as Galileo, but in these cases we are faced with "general
purpose" platforms that are able to perform both as an Arduino microcontroller and as a good performance
PC. But, as seen, this obviously leads to higher costs.

While UDOO is an expensive board, Raspberry Pi borns as a cheap mini PC and microcontroller for
digital devices. But if you want to use it as an Arduino microcontroller through the Cooking Hacks
expansion module the cost rises significantly (this module costs 40 Euro). Else, if the GPIO analog ports and
the Arduino shields are not necessary, then Raspberry Pi is a platform which offers more than Galileo at a
lower cost; the developer loses only the ability to drive the Arduino-compatible devices. On the other side, if
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the maker needs an Arduino-compatible board with some of the feature of a mini PC system (like a general
purpose operating system), in this case the Intel Galileo board is the perfect platform.

Our analysis makes the picture more clear. As we detail in the following of this document, the Intel
Galileo platform is the Internet-of-Things evolution of the Arduino system. The results of our analysis are
shown in the next picture. The experimentation made on the board will confirm this results.

As we said in Chapter 1 at the beginning of this paper, in this document we focus on the Intel Galileo Gen
2 platform for the Internet-Of-Things. At this point, we have a more clear idea of what a IoT platform is and
what kind of Iot platform is the Intel Galileo board with respect to other devices like Raspberry Pi or UDOO.
We proceed in the next chapter with a detailed description and analysis of the Intel Galileo board, both
hardware and software.
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Figure 2-6. Board comparison
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3 The Intel Galileo

3.1 WHAT IS GALILEO?

Galileo is a hardware development board that helps maker to develop interactive objects by reading
information from the physical world, processing it, and then taking action in the physical world. If it is
connected to a network, it can also communicate to other devices on the Internet.

The Intel Galileo is the first Internet-Of-Things platform by Intel and the unique x86 embedded system of
this type.

Galileo is hardware and software Arduino-compatible. Hardware compatible means that it is compatible
with the Arduino 1.0 pinout, the design specification which defines the pin layout on the Arduino boards.
Thanks to this, it is possible to attach the most part of the Arduino shields to Galileo. A shield sits on top of
the board and expands its functionalities. Common circuits to drive motors, control many LEDs, or play
sounds come in the form of shields. Arduino sensors and actuators can be used out of the box on Galileo. The
pin layout compatibility also makes it easy to use Galileo when a maker directly deals with projects designed
for other Arduinos. Software compatible means that the board can be programmed with a Intel version of the
Arduino IDE using the Arduino programming language (born from the Processing project) and library
(Wiring).

But Galileo is much more. Differently from other Arduino boards, Galileo is based on the Intel Quark SoC
X1000 application processor, a 32-bit x86 400Mhz System on a Chip (SoC) which runs a complete Linux
system.

Galileo comes out into two versions: the Gen 1 Intel Galileo and the Gen 2 Intel Galileo. In this document
we focus on the Intel Galileo Gen2 board. The Gen 1 and Gen 2 boards are pretty similar. The Gen 2 board
presents some hardware improvements which are highlighted in the following. Thus, the most part of this
document is also Gen 1 compliant.

Let us find out how Galileo is built by the hardware and software points of view.

: L—-DIGIYAL(PWM«.]

( ntel Gallleo
GEN2Z . : . Igs?

POWERD>
*e4te JOREY D A
RESET”

L)

i  reseTaifi’
Figure 3-1. Intel Galileo Gen2 Board
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3.2 INTEL GALILEO GEN2 HARDWARE

The Galileo hardware can be thought as composed by two set of hardware components which meet thanks
to hardware and software links.

This two sets are the Arduino hardware and the “mini PC” hardware. The Arduino hardware is the part of
the Arduino 1.0 pin layout, analog/digital converters for sensors input, digital/analog converters for actuators
output and all the circuits necessary to manage the communication between the board and the external
hardware. The “mini PC” hardware composed of an x86 CPU, RAM, Flash memory, mini SD card reader,
Ethernet adapter and so on.

Intel lists the following specifications for Galileo Gen 2 in the product brief:

1. Processor — Intel Quark X1000 SoC @ 400MHz:
- 32-bit Pentium-compatible ISA
- 1.9 to 2.2W TDP (depending on operating voltage)
- 32-bit Intel Pentium-compatible ISA
- Supports ACPI sleep states

2. Memory:
- 512KB embedded SRAM (in Quark SoC)
- 256MB DDR3 DRAM

3. Storage:
- 8MB legacy SPI NOR flash (for firmware/bootloader)
- 8KB EEPROM (programmable via utilities)
- Micro SD slot — supports up to 32GB
- Supports USB 2.0 storage devices

4. 10/100 Ethernet (RJ45; supports Power-over-Ethernet)

5. USB:
- USB 2.0 Host port (Type A)
- USB 2.0 Client port (micro-USB, Type B)

6. 10-pin JTAG port

7. Other 1/O:
- 6-pin console UART (compatible with FTDI USB converters)
- 6-pin ICSP

8. Arduino-compatible expansion headers, containing:
- 20x GPIOs (12 fully native speed)
- 6x analog inputs
- 6x PWMs with 12-bit resolution
- Ix SPI master
- 2x UARTs (one shared with console UART)
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- 1x I2C master

9. Mini-PCle expansion — 1x slot (with USB 2.0 Host support)
10.RTC — onboard battery option

11.Buttons:
- Reset button for resetting sketch and attached shields (resets Ethernet)
- Reboot button for processor restart

12.Power:
- 7-15VDC input jack (consumption not currently specified)
- Supports Power-over-Ethernet (requires PoE module)
- Optional 3V coin cell battery for standby power

13.Dimensions — 123.8 x 72.0mm (not including real-world port extensions beyond the board outline)

As the Intel Galileo emulates by hardware an Arduino microcontroller, the Arduino-compatible external
devices (the “shields”) are also Galileo-compatible. As demonstrated by a detailed experimentation described
in the official Intel report on Arduino shields compatibility, almost all the Arduino add-on shields are fully
compatible by hardware and fully supported by software on the Intel Galileo platform.

3.3 HARDWARE DIFFERENCES BETWEEN GEN1 AND GEN2 BOARDS

Intel implemented the following changes to the Galileo Gen2 with respect to the original Galileo Genl
specifications:

1. 12 GPIOs are now “fully native,” for faster speed and greater signal drive;
2. PWM now offers 12-bit resolution, for more precise servo control;
3. The USB Host port is now a Type A connector instead of a micro-USB connector;

4. A 6-pin TTL UART header (compatible with FTDI USB converters) replaces the earlier board’s
3.5mm RS-232 console debug port; the new connector mates with standard adapters;

5. Console UART1 can be redirected to Arduino headers in sketches, which can eliminate the need for
“soft-serial”;

6. Now operates from either 7-15VDC input power or via optional 12V PoE, which has been added to
the 10/100 Ethernet port (requires optional PoE module).
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Figure 3-2. Intel Galileo Genl Board
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Figure 3-3. Intel Galileo Gen2 Board

3.4 INTEL GALILEO SOFTWARE

From the software point of view, the Intel Galileo is an embedded device running Linux.

Into his 8MB NOR flash the board hosts a Yocto 1.4 “Poky” Linux release. At startup, the firmware boots
this tiny Linux distribution.

The environment lets the user to program the board through the standard Arduino IDE, Arduino
programming language and API (Wiring). The developer can use all the Arduino software features, except
the APIs which use directly the Arduino ATmega328 micro-controller assembly language.
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The Arduino software (the so called “sketches™) written with the Arduino PL is compiled by the Arduino
IDE into a Linux runnable binary “sketch.elf” and transfered on the Linux FileSystem under the “/sketch/”
folder. Then, the so called Arduino Sketch Interpreter (a Linux Service written in the C programming
language) runs the sketch.

Thus, in the Galileo environment, the Arduino APIs are stubs (the so called “Arduino I/O Adapter”) to
input/output services implemented on the Linux OS as system libraries (the actual “I/O Driver”).

Intel® Galileo

Sketch

Linux Kernel

Figure 3-4. Intel Galileo software stack

This software architectural design of the Intel Galileo board allows the experienced Arduino makers to
enjoy both the simplicity of the Arduino hardware and development environment, and the power of a PC-like
hardware and software.

From the Arduino code the user could access the underlying Linux command-line through the system()
function. The function gets in input a string which represents the Bash Linux command to be executed.
Details about this will be shown in “Chapter 6 — Basic Experiments”.

But, the Galileo board gives something more with respect to the Arduino when programmed as a Linux
system. The 8MB flash embedded Linux provides only the core functions to run Galileo as a Arduino board.
If a full Linux distribution is booted from an external miniSD card, the maker has a complete embedded
Linux environment to work with.

This dual face of the Intel Galileo board (the Arduino side and the Linux side) gives to the developer the
possibility for different approaches when programming the board.

The first consideration is that, as a Arduino sketch is translated by the Arduino IDE from a Arduino PL
source file to a C/C++ source file and then to a Linux runnable binary, in theory software (the Arduino
sketch) can be produced directly as Linux binary through the C/C++ programming language. As will be clear
in the description of our experimentation, this is true only in theory, because when a maker programs the
board through the Arduino IDE he has the full Arduino API available, but an official C/C++ Arduino API is
was not released so far. This is why for a classical Arduino development the main tool to work with remains
the Arduino IDE.

Another interesting aspect of the board is that, to emulate the Arduino software, the firmware links the
hardware Arduino General Purpose Input Output pins (GPIOs) to the Linux FileSystem through the stream
files under the “/sys/class/gpio/gpio*” folders (for digital input/output and analog output) and under the
“/sys/bus/iio/devices/iio\:device0/” folder (for analog input). It means that, under the hood, the final sketch
produced by the Arduino IDE is a Linux binary which realizes the 1/O to the external devices through raw
readings and writings on the Linux FileSystem.
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This feature allows a maker to read sensor input and write actuator output through any programming
language (i.e., Python, Bash, Java, C, C++, and so on) just reading and writing files on the Linux FileSystem.
As we describe in the following, also this is true only in theory. If the external device to drive is a simple
LED or any simple “one pin” controlled sensor we can actually manage the hardware though the Linux
FileSystem. But, as the hardware complexity increases this is no longer easy to accomplish. This is the main
reason why the absence of an official C/C++ Arduino API does not permit to the developer to program the
Arduino side of the board directly as C/C++ code. The same is true for all programming language: we do not
have any Python/Java/Bash/ecc.. Arduino API. As we see in the following of this document, we have only an
example of a basic C/C++ Arduino API directly by Intel, but only for demonstrating purpose. In the same
way, but this time by an independent developer, a basic Python library is available.

It is clear from the considerations above that it is not immediate what is the correct way to exploit the full
power of the Intel Galileo embedded system. What we try in this document is to describe a methodology to
work with it.

Arduino + Linux?

Linux?

e —

Figure 3-5. How is the right way to develop on the Intel Galileo board?

In “Chapter 4 — The Arduino side” we setup a working environment to develop on the Intel Galileo as
Arduino system. In the following “Chapter 5 — The Linux side” is described the setup of the software (both
on the Intel Galileo and on our working PC) necessary to exploit the Linux side of the board. “Chapter 6 —
Basic Experiments” and “Chapter 7 — Advanced Experiments” are a collection of our tests on the board. Our
experimentation is finalized to find the right way to deal with our Intel Galileo board.
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4 The Arduino Side

4.1 WHAT IS ARDUINO?

Arduino is a hardware and software platform for making devices that can sense and control the external
physical world through sensor and actuators. It is an open-source physical computing platform based on a
simple microcontroller board, and a development environment for writing, with simplicity, software which
controls the board.

Arduino can be used to develop interactive objects, taking inputs from a variety of switches or sensors,
and controlling a variety of lights, motors, and other physical outputs. As open source platform, Arduino
boards can be purchased preassembled or assembled by hand (e.g., on a breadboard) according to the official
specification; also the Arduino IDE is open source and can be downloaded for free.

The Arduino programming language is based on the Processing programming environment and the
Arduino API is an implementation of the Wiring library.

4.2 WHY ARDUINO?

There are many microcontroller platforms available for physical computing which hide the details of
microcontroller programming and wrap the low level side of programming the platform in an easy-to-use
package. Arduino is one of these, but it simplifies even more the process of working with microcontrollers
and offers some advantage for teachers, students, and interested amateurs over other systems thanks to the
following features:

1. Inexpensive: Arduino boards are relatively inexpensive compared to other microcontroller platforms.
The least expensive version of the Arduino module can be assembled by hand, and even the pre-
assembled Arduino modules cost less than $50;

2. Cross-platform: The Arduino software runs on Windows, Macintosh OSX, and Linux operating
systems. Most microcontroller systems are limited to Windows;

3. Simple, clear programming environment: The Arduino programming environment is easy-to-use for
beginners, yet flexible enough for advanced users to take advantage of as well For teachers, it's
conveniently based on the Processing programming environment, so students learning to program in
that environment will be familiar with the look and feel of Arduino;

4. Open source and extensible software: The Arduino software is published as open source tools,
available for extension by experienced programmers. The language can be expanded through C++
libraries, and people wanting to understand the technical details can make the leap from Arduino to the
AVR C programming language on which it's based. Similarly, you can add AVR-C code directly into
your Arduino programs if you want to;

5. Open source and extensible hardware: The Arduino is based on Atmel's ATMEGAS8 and ATMEGA168
microcontrollers. The plans for the modules are published under a Creative Commons license, so
experienced circuit designers can make their own version of the module, extending it and improving it.
Even relatively inexperienced users can build the breadboard version of the module in order to
understand how it works and save money.

We believe that the above are the reasons why Intel decided, to enter the world of Internet-Of-Things, to
support the Arduino platform. Furthermore, as visible on the Arduino web site at
http://arduino.cc/en/ArduinoCertified/Products , the Intel Galileos are Arduino certified products. As we can
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imagine, this generates interest on the Intel boards into the Arduino community which is the widest of the
maker communities in the world.

4.3 GALILEO GETTING STARTED

In the following we explain how to setup the Intel Galileo Arduino environment for the Windows, Linux
and Mac platforms. As we saw in chapters 2 and 3, the Intel Galileo board is a full Arduino-compatible
system. As such, the experienced Arduino maker could perform an easy migration of his projects from a
standard Arduino board to the Intel one. So, the following setup is a prerequisite for the developer who wants
to program the board in the same manner he programs the old Arduinos. Experimentations in Chapter 6 and
Chapter 7 also require the following configuration.

4.4.1 GALILEO GETTING STARTED - WINDOWS

STEP 1 - CONNECT POWER FIRST, THEN USB

WARNING: Power supplies are NOT interchangeable between the Intel Galileo and Intel Galileo Gen 2
boards. The Gen 2 power supply is 12V and will permanently damage st generation Galileo boards.

1. With nothing else connected to your Galileo board, plug power cable into the wall and then connect it
to the Galileo DC jack. You should see a couple of LEDs light up;

2. Connect Galileo to your computer using a USB A to micro B cable to USB (cable not included in
package) client port on the board;

Figure 4-1. On board leds

STEP 2 - DOWNLOAD GALILEO ARDUINO IDE

1. Click the link (https:/communities.intel.com/docs/DOC-22226 ) to download most up-to-date Intel
Arduino IDE for Windows;

2. Unzip the file to your C:\ drive. You should rename the file if you have other versions of Arduino on
your computer that you want to keep, The name must not contain any spaces. For example, if you
have the original Arduino IDE you will want to name the new one something that indicates that it is
for Galileo, e.g., "Galileo Arduino." Be sure to unzip the file to your C:\ drive due to a known issue
unzipping packages with long file paths. If you have the first generation Galileo Arduino IDE
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installed, and you are upgrading to Gen 2, you must install the updated version to run your new board.
You can overwrite the existing Intel Arduino folder without worrying about losing your existing

sketches;

ownlcads » Intel_Galleo Asdunc SW 153 on Wadows VO75() »

ardunc-153

/201 M

fodde

Figure 4-2. Extract the Arduino IDE somewhere on the disk

3. Launch application by double-clicking on the application inside your Arduino-1.5.3 folder;

4. For easier access to your IDE, right click on the application file and select “Pin to Start Menu.”

STEP 3 - INSTALL DRIVERS

1. Select Start -> Control Panel->System and Security->Device Manager;

2. Locate the Gadget Serial v2.4 device, under the Other devices tree. Right-click that and select Update
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Figure 4-3. Update drivers into the Device Manager

NOTE: You might get an error regarding a problem installing drivers - you can ignore this error.

3. On the first window that pops up, click Browse my computer for driver software. And on the next page
select Browse... and navigate to the Arduino-1.5.3\hardware\arduino\x86\tools folder within your
Arduino Galileo software installation. Then click OK;

l Select the folder that contains drivers for your hardware.
£, 05Disk (C:) -
>l Apps
4 | arduine-1.5.3 i
> drivers
> examples
4 . hardware
4 | arduino 3
4 | xBb
> |, cores
. firmwares —
> ) libraries
>+ W tools
» L wariants
> | W tools
> java
> lib
> libraries 1
Folder: tools
[ OK ][ Cancel

Figure 4-4. Select the drivers
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4. Click Install on the next Windows Security window that pops up. And, after a number of loading-bar-

scrolls, the installation should complete and you should be greeted with a Windows has successfully
updated your driver software window;

5. Once the driver is successfully installed, Device Manager will show a Galileo (COMx) device under

Ports (COM & LPT). Note the COMx port number as it will be needed in the IDE later.

Action View Help

&= = E HmE e Fss

4 = APMCCLAR-DESK1

> E Batteries

> M Computer

> +—x Disk drrves

‘Bl Display adapters
Ié'.l DVD/CD-ROM drives
=2 Floppy disk drives

s

|

== Floppy drive controllers

o L’Ej Human Interface Devices

b g IDE ATA/ATAPI controllers

55 Imaging devices

s Z2 Keyboards

--ﬂ Mice and other pointing devices
A Monitors

s - Metwork adapters

4 7% Ports (COM & LPT)
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s

c
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- [} Processors
-%| Sound, video and game controllers

o -

- 1M System devices
s i Universal Serial Bus controllers

Figure 4-5. The driver is updated

STEP 4. UPDATE FIRMWARE
WARNING: During the firmware update it is extremely important that your board remain plugged in and

powered on!

NOTE: If you have a microSD card inserted, you will need to power off your Galileo, remove the card,
and reboot Galileo without the card in before updating your firmware.

1. In Galileo Arduino IDE, go to Tools pull-down menu at the top, select Board, and make sure “Intel
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Serial Port v Intel® Galileo
¢ Intel® Galilec Gen2
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Burn Bootloader

Figure 4-6. Select the Intel Galileo Gen 2 board

2. In Galileo Arduino IDE, go to Tools -> Serial Port in the menu. Select the serial port that looks like
this: COMx, where “x” is the number referenced in the previous step;

File Edit Sketch ITooIs Help

sketch_juld1a

woid setup ()
£ put your

}

woid loop () {
J4 put your

Auto Format Ctrl+T
Archive Sketch
Fix Encoding & Reload

Serial Monitor Ctrl+Shift+M

Board 3

Serial Port >|: v | com3
Programmer 3

Burn Bootloader

Figure 4-7. Select the right serial port

3. Go to Help -> Firmware Update check to see if your board has the latest version.If your firmware is up
to date, you do not need to complete this step. If your firmware is not up to date, proceed with
firmware update. When you have succeeded you will see a message indicating that your firmware has
been updated. It takes about 5 minutes.

File Edit Sketch Tools Help

sketch_juldta

'

void loop () {
A4 put your

void setup() {
A4 put your setup code here, to run once:

Firmware Update

Target fi successfully updat

Figure 4-8. Successful message on firmware update

39



STEP 5: TEST THE BOARD WITH THE BLINK EXAMPLE
1. In IDE, Click: File -> Examples -> 01.Basics -> Blink;

|File| Edit Sketch Tools Help
New Ctrl+N
Open... Ctrl+O
Sketchbook 3
Examples 3 01.Basics AnalogReadSer
Close Ctrl+W 02.Digital 3 BareMinimum
Save Ctrl+S 03.Analog 3 Blink
Save As... Ctrl+Shift+5 04.Communication ¥ DigitalReadSeri{
Upload Ctrl+U 05.Control 3 Fade
Upload Using Programmer  Ctrl+Shift+ U 08.5trings 3 ReadAnalogVoll
Page Setup Ctrl+Shift-P 10Storterkit ’
Print Ctrl+P DallasTemnperature »
Preferences Ctrl+Comma EEPROM ’
Ethernet 3
Quit Ctrl+Q LiquidCrystal 4
OneWire 3
sD »
Servo 3
: Sl 8 N
Stepper 3
TimerOne 3
USBHost 2
WiFi 2

Figure 4-9. Select the Blink example

2. A new sketch window will open with some code in it;
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(s Blink | Arduino

File Edit Sketch Tools Help

Elink
i -

Elink

Turns on an LED on for one second, then off for one second, repe

This exanple code is in the public domain.
*/

A4 Pin 13 has an LED connected on most Arduino boards. =
A/ give it a name:
int led = 13:

A4 the setup routine runs once when you press reset:
woid setup () {
44 initialize the digital pin as an output.
pintode (led, OUTPUT)

/¢ the loop routine runs owver and owver again forewer:
woid loop () {

4 1n | »

Figure 4-10. The Blink example




3. Click the Upload button in the toolbar;

(sl Blink | Arduinc 1.5.3

File Edit Sketch Tools Help

Elink

it
Elink

Turns on an LED on for one second, then off for one second, repe

This example code iz in the public domain.
*/

A4 Pin 13 has an LED comnected on most Arduino boards.
A4 give 1t a name:
int led = 13;

/¢ the zetup routine runs once when you press reset:
vold setup() {
/4 initialize the digital pin as an output.
pinMode (led, OUTPUT) :
i

/¢ the loop routine runs over and owver again forewver:
void loop () {

« | 1 ] »

»

m

Figure 4-11. The Blink example

4. It may take a few moments for the code to compile and upload. You can see the progress at the bottom

of the window;

5. When it is done, you will see the text "Transfer Complete" & “Done Uploading” at the bottom of the

sketch window.

(22! Blink | Arduino 1.5. J
File Edit Sketch Tools Help

Blink

*

Elink

Turns on an LED on for one second, then off for one second, repe

»

This example code is in the public donain.
*

44 Pin 13 has an LED connected on most Arduino boards.
A4 giwe it a name:
int led = 13;

m

/¢ the setup routine runs once when ¥ou press reset:
void setup () {
A4 initialize the digital pin as an output.
pinMode (led, OUTPUT) : | &)
¥

/¢ the loop routine runs over and owver again forewer:
void loop () {

4 |.‘_ -

Figure 4-12. The Blink example uploaded on the board
You should see a blinking light!
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4.2.2 GALILEO GETTING STARTED — LINUX

STEP 1 - CONNECT POWER FIRST, THEN USB

The steps are the same seen in section “3.2.1 Galileo Getting Started — Windows”.

STEP 2: DOWNLOAD INTEL ARDUINO IDE

WARNING: If you already have a copy of the standard Arduino IDE installed, you should rename the one
you downloaded from Intel and keep both in your Applications folder. The name you choose must NOT
contain spaces. You may want to name it Galileo Arduino, for example. If you have the first generation
Galileo Arduino IDE installed, and you are upgrading to Gen 2, you must install the updated version to run
your new board. You can overwrite the existing Intel Arduino folder without worrying about losing your
existing sketches.

NOTE: These instructions have been tested on a fresh installation of Ubunto 12.04.3 LTS, but should work
with most other distributions.

NOTE: A system service called modem manager can interfere with the Galileo. One option is to remove it
with the following command in the terminal window:

sudo apt-get remove modemmanager

You will want to kill the modemmanager PID since it is likely running:
ps -ef|grep modem™ and kill [PID]

Or, reboot after it's removed using;
sudo apt-get purge modemmanager

An alternative to removing modemmanger is to edit the ModemManager blacklist file. You can find this
on Fedora at:

Jusr/lib/udev/rules.d/77-mm-usb-device-blacklist.rules

and the line you need to add is:
ATTRS{idVendor}=="8086", ATTRS{idProduct}=="babe",
ENV{ID MM DEVICE IGNORE}="1"

HINT: To see if your system is 32 bit (1686) or 64 bit (x86_64) use the below command. The response
will include a “32” or “64” depending on what your system is.

uname —m

TERMINAL INSTALL

1. Go to the Galileo Software Downloads and click the 32-bit or 64-bit download link to download the
most up-to-date Intel Arduino IDE for Linux.. You will need to close the new browser tab to return to
these instructions;

2. If your browser asks you, save the .tgz file in your ~/Downloads directory;
3. Open a terminal window by clicking on its icon in your application launcher or by typing Ctrl+Alt+T;
4. Navigate to your downloaded file and extract if from there to your home directory with tar:
cd ~/Downloads
tar -xzf <tgz filename> -C ~/
5. Navigate to the extracted files.
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cd ~/ arduino-1.5.3
6. Start the Arduino IDE with:

Jarduino

GUI INSTALL

1. Go to the Galileo Software Downloads and click the 32-bit or 64-bit download link to download the
most up-to-date Intel Arduino IDE for Linux.. You will need to close the new browser tab to return to
these instructions;

2. Double click on the tgz package, select the folder where you would like to extract the IDE folder to;
3. After the package has extracted, select "Show the Files";

Extracting Files from archive

Extracting files from archive
Archive: Intel Galileo_Arduino SW_1.5.3 o...
Extraction completed successfully

Quit | | ShowtheFiles || Close |

Figure 4-13.

4. Double click the arduino-1.5.3 folder;

5. Double click the executable "arduino" file and select "Run" from the options.

Devices

— Floppy Drive
Computer p i 3 i i i
isi Home examples hardware lib libraries
& Desktop —
& Documents i i T S
& i 11de]
emnilEy reference tools arduino revisions.txt
i Music
\m] Pictures
i@ videos | . ; ; i
e spstens @ Do you want to run "arduino”, or display its contents? 1
& Trash "arduino” is an executable text file.
Network - - - ———
| RuninTerminal | | Display || Cancel | Run
sl Browse Net. .| -
Figure 4-14.

NOTE: If you get an error about Java not being found, install it with:
sudo apt-get install default-jre

STEP 3: UPDATE FIRMWARE
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WARNING: During the firmware update it is extremely important that your board remain plugged in and
powered on!

NOTE: If you have a microSD card inserted, you will need to power off your Galileo, remove the card,
and reboot Galileo without the card in before updating your firmware.

1. In Galileo Arduino IDE, go to Tools pull-down menu at the top, select Board, and make sure “Intel
Galileo” or "Intel Galileo (Gen 2)" is selected;

sketch_julo8a | Arduino 1.5.3

Tools
Auto Format
Archive Sketch

Cerl+T

sketch_jul08a

vaitel weitaget | Fix Encoding & Reload ’
/f put your setu Serial Monitor Cerl+Shift+M (]
b rauii
void loop{) { * |ntel® Galileo
// put your main Programmer ’ Intel® Galileo Cenz
1 Burn Bootloader
Figure 4-15.

2. In Galileo Arduino IDE, go to Tools -> Serial Port in the menu. Select the serial port that looks like
“/dev/ttyACMO”;

sketch_julo8a | Arduino 1.5.3

Tools

Auto Format Cerl+T

Archive Sketch

sketch_jul08a

- x Fix Encoding & Reload ‘
vold setup() { .|

/4 put your setu Serial Monitor Cerl+Shift+M ‘
1 Board ’ ‘
void Toop() { kel Bl /dev/ttyACMo

£/ put your main Programmer ’
1 Burn Bootloader

Figure 4-16.

3. Go to Help -> Firmware Update to update your board to the latest version. When you have succeeded
you will see a message indicating that your firmware has been updated. It takes about 5 minutes.

% Firmware Update

Target firmware successfully updated.
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Figure 4-17.

STEP 4: TEST THE BOARD WITH THE BLINK EXAMPLE
1. Close down your IDE and restart it after the firmware update has completed;

2. In IDE, Click: File -> Examples -> 01.Basics -> Blink. A new sketch window will open with some
code in it;

Blink | Arduino 1.5.3

Upload

Blink

Iz
Blink [
Turns on an LED on for one second, then off for one second, repeat

This example code 1s in the public domain.
%/

/¢ Pin 13 has an LED connected on most Arduino boards,
/f give it a name;
int led = 13;
// the setup routine runs once when you press reset:
void setup() {

/f initialize the digital pin as an output.

pinMode (led, OUTPUT);

/ the loop routine runs over and over again forever:
void loop() {

digitalWrite(led, HIGH); / turn the LED on (HIGH 1s the voltage
walt for a second

delay (1000);
digitalWrite {led, LOW); turn the LED off by making the volta |
unit far A conand

dnl o i100AY . A4 wnd 28 nd —
‘

Figure 4-18.

Click the Upload button in the toolbar;

4. Tt may take a few moments for the code to compile and upload. You can see the progress at the bottom
of the window;

When it is done, you will see the text "Transfer Complete" & “Done Uploading” at the bottom of the
sketch window.

Blink | Arduino 1.5.3

Blink

V*
Blink
Turns on an LED on for one second, then off for one second, repeat

This example code is in the public domain

s an LED connected on most Arduino boards
name

// the setup routine runs once when you press reset:
void setup() {
// initialize the digital pin as
pinMode (led, OUTPUT);
33

n output

// the loop rautine runs over and over again forever:

void leop() {
digitalirite(led, HIGH):
delay (1000);
digitalwrite(led, LOW);
Ao 1000

IGH is the voltage

it Ear o coran

‘

Figure 4-19.
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You should see a blinking light!

4.2.3 GALILEO GETTING STARTED — MAC

STEP 1 - CONNECT POWER FIRST, THEN USB

The steps are the same seen in section “3.2.1 Galileo Getting Started — Windows”.

STEP 2: DOWNLOAD INTEL ARDUINO IDE

WARNING: If you already have a copy of the standard Arduino IDE installed, you should rename the one
you downloaded from Intel and keep both in your Applications folder. The name you choose must NOT
contain spaces. For example, if you have the original Arduino IDE you will want to name the new one
something that indicates that it is for Galileo, e.g., "Galileo Arduino." If you have the first generation
Galileo Arduino IDE installed, and you are upgrading to Gen 2, you must install the updated version to run
your new board. You can overwrite the existing Intel Arduino folder without worrying about losing your
existing sketches.

1. Click the link Galileo Software Downloads to download most up-to-date Intel Arduino IDE for Mac.
You will need to close the new browser tab to return to these instructions;

2. Accept the terms in the license agreement and your download will begin;

3. Install the software on your computer. Decompress file if necessary, drag Arduino icon into your
/Applications folder to install it;

4. Launch application by double-clicking it form your /Applications folder.

en06 /Applications
“ =+|[ @ Bll=om (&[] 8- Q
AVORITES e
s (S0 (S0 p
1 All My Files ¢ c
AirDrop =
e AR Bileat App Store.app Arduino.app ArduinoCalileo.app Automator.app
¥ Applic
.. Desktop
€ Downloads ﬁ"\‘ T
{a' Jim “7 NG a 23
-\ Pictures —
J% Music Calculator.app Calendar.app Chess.app Contacts.app
| Movies
Documents
Figure 4-20.

STEP 3: UPDATE FIRMWARE

WARNING: During the firmware update it is extremely important that your board remain plugged in and
powered on!

NOTE: If you have a microSD card inserted, you will need to power off your Galileo, remove the card,
and reboot Galileo without the card in before updating your firmware.

1. In Galileo Arduino IDE, go to Tools pull-down menu at the top, select Board, and make sure “Intel
Galileo” or "Intel Galileo Gen 2" is selected;
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Arduino File Edit Sketch JlllSe Help

Auto Format #T
Archive Sketch

Fix Encoding & Reload
Serial Monitor 4 8M

sketch_au

sketch_aug07a

veoid setip() { Board > Arduino X86 Boards
// put your setup code here, to r¢ " 5
Serial Port > Intel® Galileo

3 v Intel® Galileo Gen2
Programmer >

void loop() { Burn Bootloader

// put your main code here, to rur.

Figure 4-21.

2. In Galileo Arduino IDE, go to Tools -> Serial Port in the menu.
Select the serial port that looks like “/dev/cu.usbmodemXXXXX". XXXXX are values like fd121.

NOTE: Make sure you don't select the /dev/tty port.

Arduino File Edit Sketch Help
® O 6 sketch_ju  Auto Format 8T
Archive Sketch
Fix Encoding & Reload
sketch_jul02a Serial Monitor £ ¥M

void setup() {

// put your setup code here, to n Board »
Serial Port 3 /dev/tty.Bluetooth-Incoming-Port
3 /dev/cu.Bluetooth-Incoming-Port
Programmer >

/dev/tty.Bluetooth-Modem
/dev/cu.Bluetooth-Modem
/dev/tty.AnneMcClardsiPhone-Wire
/dev/cu.AnneMcClardsiPhone-Wire
/dev/tty.usbmodem1d111
v /dev/cu.usbmodem1d111

void loop() {
// put your main code here, to ru

Burn Bootloader

Figure 4-22.

3. Go to Help -> Firmware Update to update your board to the latest version. When you have succeeded
you will see a message indicating that your firmware has been updated. It takes about 5 minutes.

e OO Firmware Update

Target firmware successfully updated.

@

Figure 4-23.

Step 4: Test the Board with the Blink Example

1. Close down your IDE and restart it after the firmware update has completed;
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2. In IDE, Click: Files -> Examples -> 01.Basics -> Blink;

/ put

}

sketch_jul02a
void setup() {

your setuj

void loopQ) {

put ye

Open...
Sketchbook

01.Basics
02.Digital
03.Analog
04.Communication
05.Control
08.Strings
10.StarterKit

Examples >
Close
Save 8S
Save As...
Upload 8U
Upload Using Programmer

Page Setup
Print 8P DallasTemperature
EEPROM
Ethernet
LiquidCrystal
OneWire
SD
Servo
SPI
Stepper
TimerOne
USBHost
WiFi

VYVVVVVVVVYVYY VVYVYVYY VR

AnalogReadSerial
BareMinimum

DigitalReadSerial
Fade
ReadAnalogVoltage

Figure 4-24.

3. A new sketch window will open with some code in it;

Blink | Arduino 1.5.3

Blink

/%
Blink
Turns on an LED on for one second, then off for one second, repeatedly.

This example code is in the public domain.
vy

// Pin 13 has an LED connected on most Arduino boards.
// give it a name:
int led = 13;

// the setup routine runs once when you press reset:
void setup() {
// initialize the digital pin as an output.
pinMode(led, OUTPUT);
}

// the loop routine runs over and over again forever:
void loop() {

digitalWrite(led, HIGH); // turn the LED on (HIGH is the voltage level)

delay(1000); // wait for a second
digitalWrite(led, LOW); // turn the LED off by making the voltage LOW
delay(1000); // wait for a second

Figure 4-25.

4. Click the Upload button in the toolbar;

5. It may take a few moments for the code to compile and upload. You can see the progress at the bottom
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6. When it is done, you will see the text "Transfer Complete" & “Done Uploading” at the bottom of the
sketch window.

® O O Blink | Arduino 1.5.3

00O Upload

Blink §

/ Pin 13 has an LED connected on most Arduino boards.
give it a name:

int led = 13;

1lize the digital pin as an output
pinMode(led, OUTPUT);

ite(led, HIGH);
delay(1000);
digitalWrite(led, LOW);
delay(1000);

}

Intel® Galileo on /dev/cu.usbmodem1d111

Figure 4-26.

You should see a blinking light!

At this point we have a working environment to program our Intel Galileo board as classical Arduino
system. If a maker wants to employ the Intel Galileo board in place of an old Arduino (for example only for
performance purpose, to get benefit of the 400Mhz processor) he could stop this lecture and go to develop on
the board in the same manner he did before on the classical Arduino system. Thus, he has the same
development IDE, the same programming language, the same APIs, the same shields to expand the board.
Moreover, he has more CPU power, more RAM and a on-board Ethernet adapter to connect the Internet.

But, there is much more. The next chapter describes the setup of the Linux side development environment.
The Linux environment setup is introductory to our experimentation described in Chapter 6 and Chapter 7.
The Linux side of the board is what differences our Intel Galileo from the basic Arduino system from the
software point of view.
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5 The Linux Side

5.1 AN INTRODUCTION TO YOCTO PROJECT FOR INTEL GALILEO

In the previous Chapter 4 we described how to setup the environment to exploit our Intel Galileo as full
Arduino system. As we said, the experienced Arduino maker could stop the reading and start programming
the board in the same manner he did with his classical Arduino board.

In the present chapter we begin to explore the other side of the coin, the Linux side. To access the Linux
functionalities of our Intel Galileo we need more configurations, both on the board and on our working PC.
The setup we describe here is introductory to our experimentation described in Chapter 6 and Chapter 7,
where we shows projects that exploit both the Arduino and the Linux side of the Intel Galileo board.

As we learned in Chapter 3 when describing the Intel Galileo software stack, the Intel Galileo is a Linux
embedded system, and the Arduino side in emulated by software. So, as we could access the Arduino side of
the board forgetting that a Linux system is running under the hood, in the same way we could forget that we
are dealing with an Arduino-compatible board and approach the board as a standard Linux system. And it is
exactly what we do in the present chapter: we setup a complete Linux system on our Intel Galileo machine
and configure our working PC to access to it. In fact, as we see in the following, we access the on-board
Linux through standard instruments like a SSH connection for login, SFTP for file transfer and so on.

Probably the observant reader may have understood that our final development methodology on the Intel
Galileo is an hybrid approach in which the Arduino side and the Linux side of the platform cooperate
synchronously. This is the matter of Chapter 7, where we show how, step by step, our experimentation leads
the developer to work on both side, confiding some part of the job to the Arduino way and the other to the
Linux environment.

The Linux distribution running on Intel Galileo is an operating system born from the Yocto Project.

The Yocto Project is a Linux Foundation workgroup whose goal is to produce tools and processes that
enable the creation of Linux distributions for embedded devices. The project was announced by the Linux
Foundation in 2010. In March 2011, the project aligned itself with OpenEmbedded, an existing framework
with similar goals, with the result being The OpenEmbedded-Core Project.

The Yocto Project is an open source project whose focus is on improving the software development
process for embedded Linux distributions. The Yocto Project provides interoperable tools, metadata, and
processes that enable the rapid, repeatable development of Linux-based embedded systems.

5.2 THE INTEL GALIELO YOCTO LINUX

The Intel Galileo mounts by default on his small flash memory a tiny Yocto Linux distribution. This basic
operating system offers only the trivial functionalities which make the board to work. These functionalities
are a boot loader, a stable Linux running a minimal set of processes and the most important of these
processes, i.e. the Arduino sketch subsystem.

The main core of this O.S. is the Arduino sketch subsystem, that makes the board to be programmed as an
Arduino device. The system is also equipped with a special program, the Arduino sketch interpreter. This
program runs the Arduino sketch uploaded on the system by the developer.

Thus, this tiny Yocto only provides the software implementation of the Arduino specifications. It is the
ground on which the Arduino software lives. The Arduino API and user software is translated by the Arduino
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IDE compiler into a Linux ELF executable. The tiny Yocto image has the minimum required functionalities
to run this executable, no more.

So, when we switch on the board for the first time, we have a minimal Linux system which does one
thing: emulating a Arduino system. At this point we could only program the board as described in “Chapter 4
— The Arduino Side”, as a classical Arduino system from the standard Arduino IDE.

But, the Intel Galileo is able to boot a full Yocto Linux distribution from the embedded miniSD card
reader on the board. The first important improvement of this second approach is that we have a persistent
FileSystem to write on it persistent data. Also, this second approach permits to setup a generic sized Linux
system, limited only by the SD card size.

The Intel support provides some version of the full Yocto Linux for Galileo. In this document we work
with one of these.

This is a Yocto Linux image with EGLIBC (the embedded system version of the GLIBC library). It is
equipped with GCC, MAKE; PYTHON, NODE JS, and other developing tools. The presence of a C/C++
compiler allows both the developing of C/C++ software and the making and installations of all the Linux
environment software. Software can be installed also from the official Intel Galileo repository through the
OPKG packets manager. We see the details in the following.

5.3 ENVIRONMENT SETUP

In the following we explain how to setup the environment to get the maximum from the Linux capabilities
of our Intel Galileo board.

We suppose to work on a Windows working PC. For Mac and Linux users the steps are the same.
The hardware we need is the following:

1) an Intel Galileo board and the provided power supply cable;

2) a 4GB miniSD card and a miniSD to SD card adapter;

3) an Ethernet cable;

4) a UART RS-232 serial cable .

5.3.1 INSTALL YOCTO LINUX

The first step is to install a full Linux image on our board. As we said before, the default Linux booting on
the board is a minimal Linux system which provides only the Arduino features of the system. To exploit the
total Linux power of our Intel Galileo, the first thing we need is the image of this full Linux operating
system.

To install the Yocto image on the 4GB miniSD card we need to perform the following steps:

1) download and instal on our working PC the SDFormatter v.4 software found at
https://www.sdcard.org/downloads/formatter 4/;

2) insert the 4GB miniSD card into your PC card reader through the miniSD to SD car adapter;
3) open SDFormatter and format the miniSD card. Setup SDFormatter as shown in Figure 4-1;

(5] SDFormatter V4.0 ‘Option Setting E

Exit

Figure 5-1. SDFormatter
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4) download the full Yocto Linux image from http://intel-software-academic-
program.com/download/galileo_yocto_tiny.zip;

5) extact the content of the zip into a folder. You have the following files:

NIEN - Galileo_0S_1.0.2 250614 _tiny
“ Home Condividi Visualizza
© - P } software galileo + Galileo_0S_1.0.2_250614 tiny viel
Preferiti Nome Ultima maodifica Tipo Dimensione
B Deskiop boot 29/01/2015 11559 Cartella di file
% Download bzlmage )15 11:59 File
«p Risorse recenti core-image-minimal-initramfs-clanton.c..  29/01/2015 11:59 File GZ

image-full-galileo-clanton.ext3 )15 11:59 File EXT3
4 Gruppo home 1/ README ALEX T.txt

L README_NICOLAS V.txt 29

)15 11:59 File TXT 1KB
/2015 11:59 File TXT 1KB
& Questo PC

 Desktop

Figure 5-2. Extracted Yocto image files

6) copy the extracted files as they are into the previously formatted miniSD card,;

7) put the miniSD card into the miniSD card reader on the Galielo board and plug in the power supply
cable with nothing else connected to the board. The system will boot the full Yocto Linux on the
miniSD card.

5.3.2 LOGIN TO THE YOCTO LINUX

Booted the full Linux system on the board, we want to access to it. As described in the previous chapters,
the Intel Galileo does not have any video output. So, to connect to the Galileo Linux command-line we can
realize a connection link between the board and our working PC.

This can be accomplished in two main way. The first is through a serial connection. As shown in picture
5.4, the Intel Galileo is equipped with a UART RS-232 serial adapter (the six pins at top left). To realize the
connection we need only the UART RS-232 USB cable depicted in figure 5.3. The installed Linux system
has a serial server daemon running on it.

A second way to connect to the board is through a SSH connection via Ethernet. The installed Linux
system has a SSH server daemon running on it . As we know, Galileo has a on-board Ethernet adapter and
almost all PCs has one. But, as we just installed and booted for the first time the full Linux on the board, the
Ethernet interface on Galileo is not configured by default for this (it should be configured in a static setup
coherently with the working PC Ethernet interface), and we still have the problem of connect to the board to
edit the network system properties.

So, the first option (the serial connection) is what we choose.

To connect to the board from our working PC via the UART RS-232 we need to plug the UART RS-232

serial cable (figure 5.3) to the Intel Galileo on the six pin UART adapter (figure 5.4) and to the PC to any
USB port.
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Figure 5-3. UART RS-232 to USB cable

=z
)
S
=
=
z
;

Figure 5-4. UART RS-232 adapter on Intel Galileo Gen 2
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Now we need a client software installed on our working PC to connect to the board. We use Putty (it can

be downloaded from http://www.putty.org/ ). After the installation, open Putty and setup as shown in the
following picture.

ey PUTTY Configuration
Category:
[=I-Session Basic options for your PuTTY session
~Logging Specify the destination you want to connectto
= Terminal P ¥
- Keyboard Serial line Speed
- Bell COMS 115200
[—:|--".|'1..f"i.r1FcIeca\:ures Connection type: ) B .
(JRaw (_)Telnet (_JRlogin ( JSSH (®)Serial
- Appearance
- Behaviour Load, save or delete a stored session
- Translation .
. Selection Saved Sessions
.. Colours Serial Intel Galileo

=-Connection

Default Settings Load
- Data Serial Intel Galileo

. Proxy
- Telnet Save
- Rlogin Delete
#-55H
- Serial
C_Iose window on exit B
() Always () Never (®) Only on clean exit
About

Open Cancel

Figure 5-5. Putty configuration

As shown, we have to check “Serial” as connection type, “115200” as speed and the name of the serial

line. In the example the link is on serial port “COMS”. To check your port configuration, just look on the
“Ports” item into Windows Device Manager.
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& Dispositivi di sistema

_l Dispositivi software

> ﬁﬁ Human Interface Device (HID)
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4 Y7 Porte (COM e LPT)
T ilog [COMTY
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> B Schede video

» B Schermi
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» [ Sensori

> == Tastiere
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Figure 5-6. Serial port configuration on Windows Device Manager
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Click “Open”. Now you should see the Intel Galileo Yocto Linux terminal on your Putty (if you see a
black screen, press “Enter” once). Login as “root” and you are in. In the following, all Linux commands
targeted to the Galileo board will be launched from this Putty remote terminal.

Jo COMS5 - PUTTY - O

) 1.4.2 clanto

Figure 5-7. Yocto Linux command-line with Putty

5.3.3 SETUP THE ENVIRONMENT TO CONNECT GALILEO TO THE INTERNET

At this point we have a full Linux distribution running on our Galileo. This Linux image embeds some
developing tools as a C/C++ compiler, the Python interpreter and so on. But, in addition to the preinstalled
software, the operating system runs the OPKG packets manager to install the add-on software available on
the Intel Galileo official repository at http:/repo.opkg.net/galileo/ . This is the main reason why an Internet
connection on the board is very useful also for testing aims.

The situation is the following:

- we want a developing environment to program the board from our working PC;

- the board has an Ethernet adapter; an add-on Wireless adapter also exists, but we do not have it;
- we do not have an Internet wired access point nearby;

- our working PC is connected to the Internet with its Wireless adapter.

Our solution is to connect the Intel Galileo and our working PC through an Ethernet cable, and make our
working PC to share its Internet connection with the Galileo board.

Also, this configuration creates a direct network connection via Ethernet between the PC and the Galileo
board. As we see later, this feature will be exploited for a variety of purposes.
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First, we have to configure our PC Wireless interface to share the Internet connection on the Ethernet
interface. To do this, go to “Control Panel -> Network Connections -> Edit Adapter Configuration”. The
following window is shown:

s Connessioni di rete
@ = 1 % » Pannello di controllo + Rete e Internet » Connessioni di rete

Organizza ~
- - N -
| Connessione di rete Bluetooth ] L | Ethernet
I Non connesso Connession in ingresso | Rete non identificata
e g X . &= Nessun client connesso o : :
x Dispositivo Bluetooth (Personal A... Realtek PCle GBE Family Controller

| WiFi
F 3n5

il Intel(R) Dual Band Wireless-AC 72..

Figure 5-9. Windows Network Connections

56



Now, right click on “Wi-Fi” and go to “Properties”. Go to the “Sharing” tab as shown in the following
picture.

3 Connessioni di rete
1~ & » Pannello di controllo » Rete e Internet » Connessioni di rete v G Cerca in Conness
Organizza ~ Connetti a Disabilita dispositivo di rete Esegui diagnosi della connessione Rinomina connessione Visualizza stato della connessione g ji

. Connessione di rete Bluetooth Connessioni in ingresso . . Ethernet .
= “'h —

VirtualBox Host-Only Netw
_, Rete non identificata

w

Non connesso Cavo di rete scollegato
oy, Nessun client connesso

e Dispositivo Bluetooth (Personal A... F 4 W Realtek PCle GBE Family Controller W= VirtualBox Host-Only Ethel
A Wi ) g Proprieta - Wi-Fi
> » 3n5, Condiviso

dim Intel(R) Dual Band Wireless-AC 72... Rete = Condivisione

Condivisione connessione Internet

Consenti ad altri utenti in rete di collegarsi tramite la
connessione Intermet di questo computer

Connessione rete domestica

Ethernet

["]Consenti ad alti utenti in rete di controllare o disabilitare la
connessione Internet condivisa

Impostazioni

oK Annulla

Selementi 1 elemento selezionato

Figure 5-10. Wireless adapter “Sharing” properties

As picture 5.10 suggests, we have to check the “Allow sharing..” checkbox and select the “Ethernet”
connection as sharing target. Once done, a confirmation dialog like in figure 5.11 appears, warning us that, as
consequence of our new settings, the IP address 192.168.137.1 will be set on our PC Ethernet interface.
Confirm by selecting “Yes”.

Rete locale

0 Quando il servizio Condivisione connessione Internet & abilitato,

I'adattatore LAN utilizzera l'indirizzo 192.168.137.1. La
connettivita del computer con altri computer della rete pud
risultare ridotta. Se tali computer dispongono di indirizzi [P
statici, & necessario impostarli in modo da ottenere
automaticamente il proprio indirizzo IP. Attivare Condivisione
connessione Internet?

Si No

Figure 5-11. Confirmation dialog
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To check the new configuration you can open a Windows terminal and type “ipconfig /all” command.
Locating the Ethernet interface properties, the result should be like this:

o | Prompt dei comandi -

Server DNS . . . . . . . . . . . . . :192,168.0.1
NetBIOS su TCP/IP . . . . . . . . . . : Attivato

Scheda Ethernet Ethernet:

Suffisso DHS specifico per connessione:

Descrizione . . . . . . . . . . .. : Realtek PCIe GBE Family Controller

Indirizzo fisico. . . . . . . . . . . : 80-FA-SB-0C-3A-TB

DHCP abilitate. . . . . . . . . . . . : No

Configurazione automatica abilitata H-¥1

Indirizzo IPu6 locale rispetto al collegamento . : fe80::T46c:8F87:48ca:all1%3
(Preferenziale)

Indirizze IPU4. . . . . . . . . . . . : 192.168.137.1(Preferenziale)

Subnet mask . . . . . . . . . . . . . : 255.255.255.0

Gateway predefinito . F

IAID DHCPuve . . . . . . . . . . . : SBT8434T

DUID Client DHCPvG. . . . . . . . : 00-91-00-01-1C-06-CF-21-80-FA-5B-0C-3A- TH|

Server DN . . . . . . . . . . . . . : fecO:0:0:FFFf: 171
fecB:0:0: FFFF: :2%1
fecd:0:0: FFFf: :3%1
NetBIOS su TCP/IP . . . . . . . . . . : Attivate

Scheda Ethernet UirtualBox Host-Only Network:

Figure 5-12. Check Ethernet IPv4 configuration on the Windows terminal

We are creating the 192.168.137.0/24 LAN and our working PC has address 192.168.137.1. To make the
things to work, our Intel Galileo Ethernet interface has to expose a coherent IP address. So, we simply set it
to 192.168.137.2. Configuration file for networking is at ‘“/etc/network/interfaces”. Save a copy of the
original file with:

cp /etc/network/interfaces /etc/network/interfaces.backup

’

Edit the “interfaces” file as shown in the following picture (you can use the “nano” editor on Linux

terminal).

2 COMS - PuTTY - 0

Figure 5-13. Yocto Linux Ethernet IPv4 settings

To enable the new Ethernet configuration you have to run the following command:
Jetc/init.d/networking restart

At this point we have a duplex Ethernet connection through the Intel Galielo board (IP 192.168.137.2) and
our working PC (IP 192.168.137.1). To test our connection we can “ping” from one side to the other. As we
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see in the next section, it will be very useful for different purpose. Furthermore, our Intel Galileo is now
connected to the Internet through our PC which works as connection bridge. Also this aspect is very useful,
as we will see soon in this chapter.

5.3.4 SETUP A FILE TRANSFER ENVIRONMENT

A very useful feature to ease the developing on the Intel Galileo is to have a file transfer environment to
manage the Linux FileSystem on the board from our working PC. As we saw in the previous section, we
have a duplex connection via Ethernet between the two machines, and this feature enables the setup this file
transfer environment.

WinSCP is a free file transfer client for Windows. You can download and install it from
http://winscp.net/eng/download.php . The Secure Copy Protocol (SCP) is a file transfer protocol over SSH.
The Yocto Linux image we installed on Intel Galielo runs by default a SCP server. The following figure
shows the parameters to set on the WinSCP login interface.

W WinSCP Login - O

G Muovo sito Sessione

& Intel Galileo Protocollo file
SCP
Mome server Numero porta
192.168.137.2 22
Nome utente Password
root

Modifica Avanzate
Strumenti ¥ Gestisci hd [E]Accedi |v Chiudi Ajuto

Figure 5-14. WinSCP connection settings

When logged in, you can see the Linux FileSystem on the WinSCP GUI.
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& / - Intel Galileo - WinSCP - 0

File Comandi Seleziona Sessione Visualizza Aiuto

Indirizzo | / =1
- - ) & & Trova file £ (5 B & &= B3 Sincronizza
] o &l Coda ' Impostazioni trasferimento Predefinito -~

& Intel Galileo |5f Nuova sessione

4 [ <radice>
bin
boot bin boot dev etc home lib
dev
etc
home
lib lost+found media mnt opt proc sbin
lost+found
media
mnt
opt share sketch sys usr var swapfile
proc
sbin
share
sketch L]
sys tmp
usr
var

Figure 5-15. The Yocto FileSystem on WinSCP

At this point, the developer could manage the Linux FileSystem on the board directly from his PC. This
very useful as the Intel Galileo has no video interfaces. So, for example, the maker could realize the software
on his PC and easily transfer it on the board at last. As we see in Chapter 6, during our experimentation we
make a wide use of this function.

5.3.5 EXPAND THE YOCTO LINUX WITH MORE SOFTWARE

At this point we have a fully operative developing environment. Our Intel Galileo is ready to be
programmed on the Arduino side from the Arduino IDE. On the Linux side the maker can work from the
Putty command-line and the WinSCP client. The two tools enable remote command launching and file
transfer to and from the board.

Also, as previously said, an official Intel Galileo software repository exists. The board runs the OPKG
packets manager. In this section we configure it and show how to install some new software.

First of all, we need to setup the OPKG with the official repository parameters. This is accomplished by
editing the default “/etc/opkg/base-feeds.conf” file. Make a backup of the file with:

cp /letc/opkg/base-feeds.conf /etc/opkg/base-feeds.conf.backup
Edit the default file by inserting the three lines is shown in picture 5.16:
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Figure 5-16. The OPKG configuration file

To make active the new configuration, type the following command which updates the local copy of
packets list from the web:
opkg update

Now our Intel Galileo is ready to install the official Intel available software. The command to install the
“X” vpacket is “opkg install X" The available packets can be listed on the web page
http://repo.opkg.net/galileo/i586/ , as depicted in figure 5.17.

Nuova scheda x| ) Gallleo Package Rep x ndex of /galileo/i58 x
« C' | [} repo.opkg.net/galileo/i586
. .
Index of /galileo/i586
Name Last modified Size Description
Parent Directory -
Packages @1-Feb-2015 ©2:17 2.7M
Packages.flock 31-Jan-2015 14:24 2]
Packages.gz @1-Feb-2015 @2:17 188K
Packages.stamps @1-Feb-2015 02:17 92K
aS2dec-doc_©.7.4-rd4_i586.1ipk @1-Feb-2015 @1:14 1.6K
aS2dec_@.7.4-r4 i586.ipk @1-Feb-2015 ©1:14 12K
acl-dbg_2.2.51-r3_i586.ipk @1-Feb-2015 @0:57 126K
acl-dev_2.2.51-r3 i586.ipk @1-Feb-2015 ©0:57 832
acl-doc_2.2.51-r3_i586.ipk @1-Feb-2015 @0:57 37K
acl_2.2.51-r3_i586.ipk @1-Feb-2015 @8:57 24K
alsa-conf-base 1.8.26-r@ i586.ipk @1-Feb-2015 @1:10 3.7K
alsa-conf_1.8.26-r@_i586.1ipk @1-Feb-2015 @1:1@ 15K
alsa-dev 1.0.26-r® i586.ipk @1-Feb-2015 @1:10 68K
alsa-lib-dbg_1.8.26-r@_i586.ipk @1-Feb-2015 @1:1@ 1.5M
alsa-lib-dev 1.8.26-r@ i586.ipk @1-Feb-2015 @1:10 1.6K
alsa-1ib 1.8.26-r@ i586.ipk @1-Feb-2015 @l:1@ 8.2K
alsa-server_1.0.26-r8_i586.ipk @1-Feb-2015 @1:1@ 11K
alsa-state-dbg 8.2.9-r3 i586.ipk @1-Feb-2015 @1:16 786
alsa-state-dev_©.2.8-r3_i586.ipk @1-Feb-2015 ©1:16 3820
alsa-state ©.2.9-r3 i586.ipk @1-Feb-2015 @1:16 1.6K
alsa-states_0.2.8-r3_i586.ipk @1-Feb-2015 ©1:16 836
alsa-tools-dbg 1.8.26.1-r1 1586.ipk @1-Feb-2015 @1:17 225K
alsa-tools-dev 1.8.26.1-r1 31586.ipk @1-Feb-2015 01:17 878
alsa-tools-doc_1.8.26.1-r1_i586.ipk @1-Feb-2015 ©1:17 2.5K
alsa-tools 1.0.26.1-r1 i586.ipk @1-Feb-2015 @1:17 81K
alsa-utils-aconnect_1.0.26-r@_i586.ipk @1-Feb-2015 ©1:16 6.5K
alsa-utils-alsaconf 1.8.26-r@ i586.ipk @1-Feb-2015 @1:16 11K
alsa-utils-alsactl_1.0.26-r8_i586.ipk @1-Feb-2015 ©1:16 40K
alsa-utils-alsaloop 1.0.26-r@ j586.ipk @1-Feb-2015 01:16 9K

Figure 5-17. A sketch of the official Intel Galileo packets list

As we described previously, the Linux image we downloaded from the Intel Galileo official page provides
some interesting developing tools like a C/C++ compiler, the Make utility, the Python interpreter and so on.
But, as our aim is to experiment the Intel Galileo for the Internet-Of-Things, we need some extra software on
our board. As we see later in Chapter 7, this extra software will allow us to remotely control our Intel Galileo
embedded system from the web.

In this regard., we install on the board the Apache2 HTTPD to have a full web server. In the following of
this document we see how to provide a web based control interface to manage the system from the Internet.
Together with the Apache2 we install the PHP5 module to develop and provide to the remote administrator a
board control dynamic web application.
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On our Putty remote command-line we have to type the following commands:

opkg install apache?2

opkg install modphp

The first command installs on the board the Apache2 Web Server, the second command install the Apache
PHP module. By default, the Apache2 web server is installed into the “/usr/local/apache2” folder. Type the
following command to run the Apache2 web server:

Jusr/local/apache2/bin/apachectl start

To test if the installation was successful, open a browser on your working PC and go to the address
192.168.137.2; the following web page should appear:

192.168.137.2 *
<« C [} 192.168.137.2

It works!

Figure 5-18. Apache2 providing a test web page

Now, to test if the PHP module installation was successful, create somewhere on the Linux FileSystem the
following “info.php” script file (we can do this directly on the Putty terminal or creating the file on our
working PC and then copying it on the Linux FileSystem through the WinSCP tool):

<?php
// Show all information

phpinfo();
7>

Run the script with the command:

php info.php
The following output should appear:
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Figure 5-19. PHPS info test

Now we check if the installation has correctly linked the Apache2 web server to the PHP module. To do
this, check if the following lines are in the “/usr/local/apache2/conf/httpd.conf” configuration file. If for
some reasons they are not, simply add them to the file:

LoadModule php5 module modules/libphp5.so
<FilesMatch \.php$>
SetHandler application/x-httpd-php
</FilesMatch>

The first line is to load the PHP interpreter as Apache web server module. The next lines are to make
Apache?2 to forward the HTTP request of PHP resources to the PHP interpreter module.

Type the following command to restart the Apache2 web server to make sure the new configuration is
validated:

/usr/local/apache2/bin/apachectl restart

At this point we have a web server for dynamic web applications running on our small Intel Galileo board.
As the reader simply understand, it is a big step towards the Internet-Of-Things world.
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Now we have all we need to begin our experimentation on the Intel Galileo platform. We can program the
board as Arduino platform and we have a complete Linux embedded system to exploit to realize our testing
projects. The next section 5.3.6 deals with an interesting matter: the installation on the Intel Galileo of
generic software from source files. But, the environment setup ends here. Thus, the disinterested reader could
skip section 5.3.6 to jump at Chapter 6 where we describe our first experiments on Galileo. As we will see
with our most advanced projects in Chapter 7, the main goal of our experimentation is to exploit the full
power of the board by working synchronously on both the Arduino and the Linux side of the Intel Galileo
platform.

5.3.6 EXPAND THE YOCTO LINUX WITH UNOFFICIAL SOFTWARE

As we said, in the previous section we ended our environment setup. We installed some software from the
official Intel Galileo repository through the OPKG packets manager. This is the main way to install software
on the Intel Galileo: easy, reliable, complete. But, as the official repository offers only a small set of
programs, we tested also the installation of software by compiling and installing from source files.

We did it trying to compile and install the software we installed previously, i.e. the Apache web server and
the PHPS interpreter. We removed the previously installed packets before. We created on the Galileo Linux
FileSystem the working directory ‘“/home/root/working/temp” to download temporary source packages. Let
see our tests and results.

5.3.6.1 APACHE2 HTTPD

To install on the Yocto Linux the Apache2 web server we performed the following steps:

1) download the Apache2 source package from http:/httpd.apache.org/download.cgi . We downloaded
the 2.2.29, but any version works fine.

2) through WinSCP, copy the downaloaded package on the Yocto FS on the board into
“/home/root/working/temp .

3) go to the Putty console and change directory to the “temp” folder:
cd /home/root/working/temp

4) run the following command to extract, configure, make and install the Apache2 web server:
a. gzip —d httpd-2.2.29.tar.gz
b. tar xvf httpd-2.2.29.tar
C. cd httpd-2.2.29
d. ./configure
e. Make

f.  Make install

By default, the Apache2 web server is installed into the “/usr/local/apache?” folder. Although the
procedure takes some hours to complete (this is due to the 400Mhz processor), everything runs correctly and
the procedure ends with success.

5.3.6.2 PHP5
To install the PHPS interpreter we first need to install the LIBXML?2 library:

1) download the “libxml2” library source package from http:/xmlsoft.org/downloads.html ;
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2) through WinSCP, copy the downloaded package on the Yocto FS on the board into
“/home/root/working/temp”’;

3) go to the Putty console and change directory to the “temp” folder:
cd /home/root/working/temp
4) run the following command to extract, configure, make and install the LIBXML2 library:
a. gzip—dlibxmi2-2.9.1.zip
b. cdlibxmi2-2.9.1
C. ./autogen.sh
d. ./configure --without-python
e. Make
f.  Make install

The “--without-python* is to exclude from installation the LIBXML2 Python binding. It is necessary
because the Galileo Linux system does not have all Python libraries needs to correctly compile. By default,
the LIBXML2 library is installed into the “/usr/local/lib” folder. Also in this case, although the procedure
takes a long time to complete, the procedure ends with success.

To install on the Yocto Linux the PHPS5 interpreter we performed the following steps:
5) download the PHPS5 source package from http:/php.net/downloads.php . We downloaded the 5.6.5,
but any version works fine;

6) through WinSCP, copy the downaloaded package on the Yocto FS on the board into
“/home/root/working/temp’’;

7) go to the Putty console and change directory to the “temp” folder:
cd /home/root/working/temp
8) run the following command to extract, configure, make and install the PHPS interpreter:

a. tar xvf php-5.6.5.tar

b. cdphp-5.6.5

C. ./configure --with-apxs2=/usr/local/apache2/bin/apxs
d. Make

e. Make install

f.  Cp php.ini-development /usr/local/lib/php.ini

By default, the PHP interpreter is installed into the “/usr/local/php” folder. The “--with-
apxs2=/usr/local/apache2/bin/apxs” is to set the PHP interpreter as Apache module. Also for the PHP
interpreter, although the procedure takes some hours to complete, the procedure ends with success.

Thus, everything seems to work fine on our Intel Galileo. The last test we did was trying to install an
expanded version of the PHP interpreter, including the SOAP and the SOCKETS PHP extension to the
interpreter. Why we chose these extension will become more clear in Chapter 7 during our experimentation
on the board. To do this, the procedure is the same seen above, except for the “./configure” command which
changes as follows:

.Jeonfigure --with-apxs2=/usr/local/apache2/bin/apxs —enable-soap —enable-sockets

But, with our sorrow, during the “make” process we ends with the following error:
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Figure 5-20. Out of memory error, the compiler process is killed

During the “make” procedure, after some hours of work the compiler depletes all the system primary
memory, and the operating system kills the compiler process. We tried the same procedure more times, but
we always ended with the same error.

As solution, we tried to set on the Galileo Linux system a SWAP partition to cope the lack of primary
memory during a RAM intensive process, but we found out that the Galileo Linux operating system provided
by Intel does not include the SWAP partition support. As the official Intel Galileo documentation suggests,
the Galileo Yocto Linux could be rebuilt to include any tool in it, thus also the SWAP partition support. We
suppose this could be a solution, but we did not try this way.

Our conclusion about this test is that almost everything could be installed on our Intel Galileo Linux
platform, both official and generic software. Sometimes we could stumble on the hardware limitation of the
board. But, as previously discussed, these limitations could be circumvented by software solutions.
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6 Basic Experiments

6.1 INTRODUCTION

We saw in Chapter 1 how the Internet-Of-Things world spaces from the natural environment to the city
one, from a sensor to catch and count our heartbeats to sensors and actuators of our home thermostat. The
first natural consideration could be that this is something for a narrow range of people highly skilled in
electronics and computer science. And is from the disproof of this idea that we can learn a very important
concept about the Internet-Of-Things: it is a technology for everyone. Usually, when talking about electronic
devices like PC, we make a natural differentiation between engineers who realize the product and the final
user of this product. The generic PC user knows only the one percent of what is happening under the case
when he is browsing the web or during a play of a video on his laptop. But, as the Internet-Of-Things is
supposed to be for everyone and has the aim to reach all the aspects and situations of the everyday life of a
person, the technology which realizes the IoT must not be a total black box for the final user. This final user
will control, customize and edit for his personal needs the IoT device. The distance between producer and
final user is shorter than before, and often the two figures overlap.

The considerations above are useful to understand the architectural philosophy behind the design of the
IoT platform we are going to analyse, the Intel Galileo.

As we saw in Chapter 3 with the detailed description of the board and in Chapter 4 with the Arduino side
setup, the Intel Galileo is an electronic device exposing an high level interface to the maker, the Arduino side
of the board. As the Arduino concept states, the user must not be an engineer, he can be an hobbyist, a
curious who want to enter for the first time the world of microcontroller programming, a maker who has a
nice idea but any knowledge of electronics or programming and who needs a way to easily prototype his
project.

But, at the same time the Intel Galileo is a complete Linux system which requires computer science or at
least system and programming skills to be exploited. This is why, when we focus on the Intel Galileo
platform in the following, we approach the experimentation as engineers. This is necessary to exploit the full
power and features of the board to catch the philosophical idea behind his design and implementation. But,
as engineers approaching the Internet-Of-Things world, our final aim is to use our knowledge of computer
and programming to provide a “how to work” method to the generic user of the Intel Galileo.

This chapter describes various projects experimented with the Intel Galileo. The test cases are presented in
increasing order of complexity. As clarified below, we describes both successful and failed attempts. Failed
attempts are in fact of great interest in the understanding the philosophy of the board, what are its limitations,
and therefore what types of projects can be realized and which cannot.

The source code files of the projects in this chapter and in “Chapter 7 — Advanced Experiments” can be

found at the web page http://tinyurl.com/ndgwlish .

At this point, the reader knows that the Intel Galileo board has two faces: the Arduino and the Linux one.
From “Chapter 3 — The Intel Galileo”, he also knows that the GPIO Arduino pins can be accessed from the
Linux system by reading and writing files on the Linux FileSystem. Thus, the first thing we want to test is if
the Arduino side and the Linux side of the board are absolutely equivalent or some differences exist. I.e., we
want to show if from the Linux side the maker could rebuild as Linux programs the same projects he realized
from the Arduino side of the board, getting rid of the Arduino features of the platform. This is an interesting
topic because, as the Arduino development environment is very easy to use but also very essential, on the
Linux side it is a bit more complex to work but we have the power of a complete general purpose operating
system. So the question is: cloud we dispose the Arduino IDE and develop our projects totally and directly as
Linux software?
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Figure 6-1. Could we dispose the Arduino software stack?

We begin our experimentation in section 6.2 starting with a simple example where everything seems to
answer as positive to the previous question. But, as we switch to a bit more complex project in section 6.3,
we see that the response to our question is “no”. Let see why in the following of this chapter.

6.2 FIRST TEST CASE: SIMPLE TEMPERATURE

Our first test case is a simple temperature controller. To build the circuit we need the following
components:

- a temperature sensor;
-aled;

- a 2200hm resistor;

- some wires.

It is important to specify that all the electronic components we use in this paper are official Arduino
components.

We use the wires to connect the temperature sensor to analog input pin A0 and the led (throught the
2200hm resistor) to digital output pin 7. The following picture shows the schema.

U

F igure 6 2. Circuit of the first test pr0]ect
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We want to realize a simple control program which reads the value returned by the temperature sensor. If
the sensor returns a value corresponding to a temperature higher than a baseline temperature, then we switch
on the led. We switch off the led otherwise.

As previously said, the first thing we want to understand is if the Arduino side of the board could be
dispose to work totally on the Linux side. We are interested in this to answer the following question: if we
have a complete Linux running on the board and if the final result of the Arduino IDE is an ELF executable
file (as we described in “Chaper 3 — The Intel Galileo” in the software stack description section), why
limiting our work to the Arduino IDE (which is an essential IDE) and to the Arduino programming language
when we could develop a standard C/C++ (or other PLs) using a professional IDE (e.g., Eclipse)?

Thus, to answer our questions, we first implement the project as Arduino program, and then we try to
rebuild the software as Linux executable forgetting for a moment that we are on a Arduino-compatible
platform.

We begin in the following section with the Arduino implementation.

6.2.1 THE ARDUINO SKETCH IMPLEMENTATION

The first thing we do is to implement this test case as Arduino sketch. The following code
(temperature.ino) can be written and compiled in the Arduino IDE, and then uploaded to the Galileo board.

const int sensorPin = A0;

const float baselineTemp = 10.0;
const int ledPin = 8;

void setup() {

Serial begin(9600); // opena serial port

pinMode(ledPin, OUTPUT);
digitalWrite(ledPin, LOW);
/

void loop() {

// put your main code here, to run repeatedly:

int sensorVal = analogRead(sensorPin),;

Serial.print("Sensor value: ");

Serial.print(sensorVal);

// convert the ADC reading to voltage
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float voltage = (sensorVal / 1024.0) * 5.0;
Serial.print(", Volts: ");
Serial.print(voltage);

// convert the voltage to temperature in degrees
float temperature = (voltage - 0.5) * 100;
Serial.print(", degrees C: ");

Serial.print(temperature),

Serial.print("\n"),

if(temperature > baselineTemp) {
digitalWrite(ledPin, HIGH);

/

else {
digitalWrite(ledPin, LOW);
/

The code is a standard utilization of the Arduino APIs. The program is easy to write and works out of the
box on our Intel Galielo. While running the program on the board, we can see the red led switching on and
off depending on the current sensed temperature with respect of the baseline temperature value.

This is the first proof that our Intel Galileo is a complete Arduino-compatible system. As we studied the
board architecture, we know that the Arduino sketch is actually translated into a Linux binary executable and
that this executable actually implements the dialog with the external hardware through the GPIO files linked
by the firmware to the GPIO hardware pins. But, to run the above sketch we could not know that a Linux
distribution is running under the hood.

In the next section we switch to the Linux side of the board. The first thing we try is to exploit directly the
link between the GPIO pins and the Linux FileSystem. l.e., we try to read the temperature sensor value and
to switch on/off the led communicating directly with the hardware via the GPIO files on the Linux
FileSystem. The test follows.

6.2.2 THE BASH SCRIPT IMPLEMENTATION

As described in “Chapter 3 — The Intel Galileo”, the firmware links the hardware Arduino General
Purpose Input Output pins (GPIOs) to the Linux FileSystem through the stream files under the
“/sys/class/gpio/gpio*”  folders (for digital input/output and analog output) and under the
“/sys/bus/iio/devices/iio\:device0/” folder (for analog input). It means that, under the hood, the final sketch
produced by the Arduino IDE is a Linux binary which realizes the I/O to the external devices through raw
readings and writings on the Linux FileSystem.

In this section we try to exploit this link between the GPIO pins and the Linux FileSystem. We forget for a
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moment that we are developing on a Arduino-compatible platform. The only thing we know here is that we
are on a Linux system that is equipped to general purpose pins hardware and that the software can
communicate with this hardware via files on the FileSystem.

The following is the Linux Bash version (temperature.sh) of the code seen above. The script runs directly
by the Galileo board Linux command-line on Putty with the “bash temperature.sh” command.

As we can see, the process communicates with the hardware through the GPIO files on the Linux
FileSystem. = The  program reads the analog temperature sensor value from  the
“/sys/bus/iio/devices/iio\:device0/in_voltage0 raw” file and writes the digital led output value to the
“/sys/class/gpio/gpio40/value” file.

Note that the Bash script uses directly the sensor returned value without the arithmetic to compute the
temperature in Celsius Degrees. This is because the Bash language does not support floating point arithmetic.

#! /bin/bash

# Initializing digital output pin number 8

echo -n "40" > /sys/class/gpio/export

echo -n "out" > /sys/class/gpio/gpio40/direction
echo -n "strong" > /sys/class/gpio/gpio40/drive
echo -n "0" > /sys/class/gpio/gpio40/value

# Initialize analog input A0

echo -n "48" > /sys/class/gpio/export

echo -n "out" > /sys/class/gpio/gpio48/direction
echo -n "0" > /sys/class/gpio/gpio48/value

# Read the value on A0

sensorvalue=3$(cat /sys/bus/iio/devices/iio\:device0/in_voltage0 raw)

# Infinite loop

while [ "$sensorvalue” -ge 1 |
do

# Print value

echo "sensorvalue: $sensorvalue”

if [ $sensorvalue -le 18 ]
then echo -n "0" > /sys/class/gpio/gpio40/value
else echo -n "1" > /sys/class/gpio/gpio40/value

fi
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sensorvalue=3(cat /sys/bus/iio/devices/iio\:device0/in_voltage0 raw)

# Waits 1000 ms
usleep 1000000

done

echo -n "40" > /sys/class/gpio/unexport
echo -n "48" > /sys/class/gpio/unexport

The above script runs fine. So, our first test is successful. We are able to access and drive the external
hardware from the Linux system. At this point a question comes out: dealing directly with the raw Linux
FileSystem is the unique way we can drive the external hardware or we have some high level C/C++, Python
or other PLs API to use programming our software? This topic is the matter of the next test case.

6.2.3 THE C PROGRAM IMPLEMENTATION

In the previous section 6.2.2 we could drive the external hardware dealing directly with the GPIO files on
the Linux FileSystem. Now we would like to catch the same result with the C/C++ programming language.
We could approach this problem in the same way we did previously with the Bash script: we could read and
write to the Linux FileSystem from the C code through the standard I/O C APIs. But the question is: does
Intel provide to the maker a C version of the Arduino API we used to write our sketch in section 6.2.17 If
Intel does, we could get rid of the raw communication to the hardware via the Linux FileSystem and exploit
this API to write a C/C++ program in the same manner we did for the Arduino sketch, thus using an API
which hides the low level details of the communication to the hardware.

The official Intel Galileo documentation at http:/intel-software-academic-program.com/courses/diy/
signals the presence of a C Arduino API we can use to write a C/C++ control program. Through this API, is
not necessary for the maker to communicate to the hardware via the Linux FileSystem as we did with our
Bash script. The C Arduino API seems to work as the official Arduino API we used on the Arduino IDE to
write the sketch version of the project.

The C program (temperature.c) follows. It uses the Intel provided C Arduino API to access the board 1/0
pins. The complete code can be found at the web page http:/tinyurl.com/ndgwlsh .

// Include C Arduino API

#include ...

#define sensorPin 0
#define ledPin 8

int sensorVal = 2;
float voltage = 0;
float temperature = 0;

float baselineTemp = 10.0;
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void setup()

{

printf("Setting up...");
pinlnit();

pinMode(ledPin, OUTPUT);
printf("Done\n");

/

void loop()
{
printf("Looping...\n");

while(sensorVal > 1)

{

sensorVal = analogRead(sensorPin),;

printf("Sensor Value: %d ",sensorVal);

// convert the ADC reading to voltage

float voltage = (sensorVal / 1024.0) * 5.0;
printf(", Volts: %f", voltage);

// convert the voltage to temperature in degrees
float temperature = (voltage - 0.5) * 100;
printf(", degrees C: %f", temperature);

printf("\n");

if(temperature > baselineTemp) {
digitalWrite(ledPin, HIGH);

/

else {
digitalWrite(ledPin, LOW);
/

delay(1000);
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int main( int arge, char ** argv )

{

printf("\n *** LED and sensor demo *** \n\n");

interrupt init();
init(arge, argv);

// Setting up 1/0
setup();

// Looping
loop();

To make this code to work, we need to include the set of headers and .c/.cpp files presented as the C
Arduino API found at http:/intel-software-academic-program.com/courses/diy/. These files are at the web
page http://tinyurl.com/ndgwlsh .

We can write the code on our development PC, and then transfer it to the Intel Galielo Linux FileSystem
through the WinSCP utility.

We organized the code into a “C_test” folder as follows:

- A “src” folder where we put the so colled C Arduino API;

- A “obj” folder in which we find the compiled C Arduino API files;

- A “bin” folder which contains the output executable program;

- The “_test.cpp” and “_test.h” source files that implement our procedure;
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- A “Makefile” to compile all the source files in the project (APIs and our code).

W C_test - Intel Galileo - WinSCP — =
File Comandi Seleziona Sessione Visualizza Aiuto
Indirizzo /home/root/working/test/C_test -2 &
= - W & HTrova file =} £ [x B & & 53 Sincronizza
@ [~ [/ £ Coda - Impostazioni trasferimento Predefinito e
& Intel Galileo |G Muova sessione
4| [ <radice> || Nome Estensione Dimensio.. Modificato Diritti Propriet...
bin bin 31/05/2014 08:57:18 IWXT-XT-X root
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Figure 6-3. C _test folder structure

We can change directory to the “C _test” folder, launch the “make” command to compile the source files
and run the “bin/ test” program. We will see our red led switching on if the temperature from the
temperature sensor is greater than the baseline value.

So far, everything is working fine. In section 6.2 we presented a project to drive some simple hardware
mounted on our Intel Galileo board. We developed the software as Arduino makers and as experienced Linux
programmer in a complete interchangeable manner. At this point our consideration could be that we could
dispose the Arduino side software stack of the board and program the Intel Galileo directly from the Linux
side. But, as we see in the following section, this is a wrong thesis. In section 6.3 we describe our second test
case. It is still a very simple example, but in place of the temperature sensor and the red led we mount on the
board a unique two lines LCD. As we see later, dealing with a more complex external hardware is sufficient
to disprove the previous thesis.

6.3 SECOND TEST CASE: LCD

In our first test case we drove two simple devices: a temperature sensor and a led. As we saw, if we have
to manage a simple hardware we could directly deal with it roughly reading and writing from and to the
Linux FileSystem. We did it in the Bash version of our implementation. Also, it seems we have an official C
API which we can exploit to write our hardware control programs as pure C/C++ software.

In the following test case we try to replicate our previous approach to different circuit. Now we deal with a
more complex component, a LCD panel. It is the LCD component found in the Arduino starter kit. It is a
16x2 LCD. As done with the previous test case, we try to implement our procedure first as Arduino sketch,
then as Bash script and C/C++ program.

The hardware schema of the project follows. The necessary electronic components to build the circuit are:
- a Hitachi HD44780 LCD (or compatibles);
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- a potentiometer;
- a 2200hm resistor;
- some wires.

On the image is easy to see the various electronic links from the board to the LCD.

Figure 6-4. Circuit of the second test project

6.3.1 ARDUINO VERSION

The procedure presented in this section is the simple “HelloWorld” example of the Arduino IDE example
library. It can be found under “File->Examples->LiquidCrystal->HelloWorld”. The program prints on the

LCD some simple strings. As a classic Arduino sketch, it can be compiled and upload to the board from the
Arduino IDE.

/*

LiquidCrystal Library - Hello World

Demonstrates the use a 16x2 LCD display. The LiquidCrystal
library works with all LCD displays that are compatible with the
Hitachi HD44780 driver. There are many of them out there, and you
can usually tell them by the 16-pin interface.

This sketch prints "Hello World!" to the LCD

and shows the time.

The circuit:

* LCD RS pin to digital pin 12

* LCD Enable pin to digital pin 11

* LCD D4 pin to digital pin 5

* LCD D5 pin to digital pin 4
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* LCD D6 pin to digital pin 3

* LCD D7 pin to digital pin 2

* LCD R/W pin to ground

* 10K resistor:

* ends to +5V and ground

* wiper to LCD VO pin (pin 3)

Library originally added 18 Apr 2008 by David A. Mellis

library modified 5 Jul 2009 by Limor Fried (http://www.ladyada.net)

example added 9 Jul 2009 by Tom Igoe

modified 22 Nov 2010 by Tom Igoe

This example code is in the public domain.
http://www.arduino. cc/en/Tutorial/LiquidCrystal

*/

// include the library code:

#include <LiquidCrystal. h>

// initialize the library with the numbers of the interface pins
LiquidCrystal lcd(12, 11, 5, 4, 3, 2);

void setup() {

// set up the LCD's number of columns and rows:
led.begin(16, 2);

// Print a message to the LCD.

led.print("hello, world!");

/

void loop() {

// set the cursor to column 0, line |

// (note: line 1 is the second row, since counting begins with 0):

led.setCursor(0, 1),

// print the number of seconds since reset:
led.print(millis()/1000);

/

At this point, as we did in section 6.2.2, we try to realize the Bash script equivalent to the above Arduino

sketch.

6.3.2 BASH VERSION (FAILED)

Now, we try again to implement the Arduino sketch seen above as a Bash script which deals with the
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hardware via reading and writing to the GPIO files linked to the GPIO board pins. But, differently from the
previous test case, our LCD is linked to the Intel Galileo board through various pins. In theory, to deal with
the LCD we could still roughly read and write values from these pins. But, for example to have a string
printed to the LCD, we should know what is the device specification, how each pin works at electronic level
and what value (0/1, LOW/HIGH) should have each interested pin to have a final “hello world” string on the
display.

So, we found that when the hardware we use is more complex than a simple “one pin” device (a LED or a
temperature sensor) we cannot actually translate the Arduino sketch code into the equivalent raw GPIO files
stream, unless we decide to debug the Arduino API (the LCD Arduino class in our case) and find out what
are the low level parts which realize the LCD class.

It is possible to make a reverse engineering attempt to find out these low level parts, but it is only for study
or for the specific interest to know how the black box works under the Arduino API.

It is clear that this is not a work for a maker who wants to use the Intel Galileo board for prototyping his
project.

6.3.3 C/C++ VERSION (FAILED)

As the direct I/0 to the GPIO files is not a solution for our Linux environment implementation of the LCD
project, we try to implement our procedure using the C Arduino API found in the official Intel Galileo guide
at http:/intel-software-academic-program.com/courses/diy/. So we expect to find a LiquidCrystal.h and
LiquidCrystal.cpp into the “src” folder seen above. But, surprising enough, these file are not part of the C
Arduino library. What is the matter?

Studying and exploiting a bit the Intel Galileo Arduino IDE C/C++ library (it is in the installation folder of
the Arduino IDE on our working PC) we found out that the C Arduino API used in the simple temperature
project is a raw test porting of this IDE C/C++ library. It is realized by Intel developers as a demonstrative
example to illustrate how the Arduino sketch is actually a C/C++ program on the Intel Galileo, but Intel
ported only a little part of the Arduino IDE API (only the part necessary to manage some “one pin” external
hardware like the temperature sensor or the led). So it is clear that, if we want to implement our LCD project
directly in C/C++, we have to port the Arduino API LCD class and use this ported code in our
implementation. And this should must be done for every different external component we need to realize our
projects.

Searching on the Internet we found out that an official complete and native C Arduino API does not exist
so far for the Intel Galileo platform, so it is clear that a maker implementing his project cannot drive standard
Arduino shields from native C/C++ application.

6.3.4 WHAT WE LEARNED?

Our LCD test case suggests some topics. First, we cannot drive complex hardware through raw 1/O to
GPIO files. Second, we do not have an official C Arduino API. These are both interesting matters which lead
us to a strong conclusion: it is obvious that the main way to program the board as microcontroller remains
the Arduino side of the board.

Initially, we supposed that the developer could totally replace the Arduino software layer thanks to the
underlying Linux system, disposing the Arduino software stack and programming a native sketch directly in
the C/C++/Java/Bash/Python or other programming languages which provide an Arduino API porting. But,
after our tests we learned that this Arduino API porting does not exist.

At this point the natural question is: how could we exploit the Intel Galileo Linux system? This is the topic
of the following Chapter 7. So far we learned that the main way to use the board as external hardware
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microcontroller is the Arduino way. What we see in the following is that, as the Arduino features of the board
provide the microcontroller skills to the Intel Galileo, the Linux system provides the Internet-Of-Things
power of the platform. The Arduino sub-system gives to the programmer only basics network functionalities
to the board, such as Ethernet and Wireless APIs which implement raw TCP and UDP communication
channels. But, as we all know, a pure Linux system supplies an high level and complex environment which
could run any kind of networking software.

As we see in Chapter 7, this is what we realize on the Linux side of Galileo: a network software stack for
the remote controlling of the board.
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7 Advanced Experiments

7.1 INTRODUCTION

At the beginning of Chapter 6, we supposed that the developer could totally replace the Arduino software
layer thanks to the underlying Linux system, disposing the Arduino software stack and programming a native
sketch directly in the C/C++/Java/Bash/Python or other programming languages which provide an Arduino
API porting. But, after our tests we learned that this Arduino API porting does not exist. This is the main
reason why the Intel Galileo Arduino software stack is necessary to the maker if he wants to program the
board as hardware microcontroller.

In this chapter we finally find out what we can actually do with the Linux side of the board. We commit
the microcontroller functions of our next project to the Arduino sub-system of our Intel Galileo board, and
we implement the network features of the project on the Linux system. As we describe soon, at the end this
results in a software project composed by two running processes: the Arduino sketch process (which, as we
described previously, at running time is a standard Linux process) and the a Linux process which implements
a control application to manage the Intel Galileo platform from a remote system. The interesting part of the
next project is that, in some way, this two processes have to communicate one to the other. In the following
sections we describe how.

As for “Chapter 6 — Basic Experiments”, the source code files of the projects in this chapter can be found
at the web page http://tinyurl.com/ndgwlsh .

7.2 THIRD TEST CASE: ADVANCED TEMPERATURE

Our third test case is an advanced version of the temperature project. As the official Intel Galileo guide
suggests, we have a complete Linux system on our board. Also, the device is advertised as a new level device
for the Internet-Of-Things. Thus, what we do in the following project is to test the Internet capabilities of our
platform. But, as the Arduino side is the master when dealing with sensors and actuators, we suppose that the
Linux sub-system is the master when exploiting the Internet features of the board. Let us prove our thesis.

The original Arduino boards support the Internet connectivity through on-board components or network
extension shields as the Ethernet or the WIFI shields. This components are also supported by the original
Arduino APIs.

The same is true for our Intel Galileo. We have an on-board Ethernet adapter and the possibility to expand
the board with a miniPCI WIFI adapter. In both cases, the hardware is supported out of the box by the Intel
Galileo Arduino APIs. But these APIs provide raw TCP/UDP transport layer connections.

What if we want to remotely control our board? One possibility is to implement an application layer
protocol on top of the Ethernet or Wireless Arduino API to communicate over the Internet.

A second and best possibility is to exploit the Linux system to take advantage of his great power. In
“Chapter 5 — The Linux Side” we described how to setup the Intel Galileo Linux system to have the Apache2
web server and the PHPS interpreter running on the board. The time has come to take advantage of this high
level networking tools.

As we said, the following project is an advanced version of the temperature test case. We could say that it
is the “Internet-Of-Things” version of that project. We realize a remote controlled temperature platform. We
put on our breadboard a temperature sensor, a red led, a potentiometer and an LCD. The electronic links are
shown in the following picture. They are the same circuits seen in the two projects described in “Chapter 6 —
Basic Experiments”.
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Figure 7-1. Circuit of the third test project

Our device senses the environment temperature and check if it is greater than a baseline temperature or
not. If it is true, we switch on the red led. Each time the device check the temperature, it is printed on the
LCD as Celsius degrees. The potentiometer controls the brightness of the panel. This part of the project is
developed as Arduino sketch through the Arduino IDE and APIs in the classical Arduino way we showed
more times in the previous sections.

The board is connected to the Internet and it is in the same LAN with our working PC (as explained in
Chapter 5) thanks to an Ethernet connection. We develop the remote control layer as a dynamic web
application provided by the Apache2 web server. The PHP language is used to implements the dynamic part
of the application.

So, our project splits into two processes running on the Intel Galileo Linux system. The first is the process
of the Arduino sketch which implements the I/O to the external devices (led, sensor, LCD). The second
process is the web application managed by the Apache2 web server. This application provides to the remote
user a simple web interface to read the current state of the system (current temperature and baseline value)
and a form to input the a new value for the baseline temperature value, as shown in the following figure.

; [ Titolo della pagina... x
€« - C | [3172.2833.52/temperature/index_db.html

[Intel Galileo Gen 2|

|system

[baseline  [[22.05

New baseline |

Figure 7-2. Web application Ul
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The web application we realized is implemented as a RESTful web application though the AJAX
technology. The front end of the application is written with the HTML and JavaScript languages. The
JavaScript language implements the client side network logic via the XMLHTTPResquest API. At the
backend, the other endpoint of network communication is managed by two PHP scripts: the “info.php” and
the “baseline.php” scripts. When called through an HTTP GET request by the frontend, the “info.php”
script “queries” to the Arduino sketch process for the current temperature value sensed by the temperature
sensor. Finally, the PHP script returns a JSON value representing this information to the caller. In the same
way, the “baseline.php” script waits for HTTP requests from the remote web page. When the frontend sends
a new baseline value, the script updates the Arduino sketch process with the new baseline value. After that,
the Arduino sketch process will consider this new baseline value and will behave accordingly. The schema in
picture 7.3 shows the project structure we just described.

At this point it is clear why we said that the two processes have to communicate in some way one to the
other. To read the status of the system, the web application process (actually the PHP process) needs to
communicate with the sketch process to know the current temperature sensed by the temperature sensor. In
the same way, the sketch process needs to communicate with the web application process to know the value
of the new baseline value sent in input by the remote user via the web interface described above.

& =¥ ARDUINO ]
SKETCH  JmBBER APPLICATION
PROCESS RGN  PROCESS

Figure 7-3. Schema of the Advanced Temperature project

There exists different ways to implement this Inter-Process Communication (IPC) mechanism. In the
following section 7.2.1, we first provide an example of IPC through some files on the Linux FileSystem.
Thus, this implementation consists of the Arduino and the Linux processes communicating by roughly
reading and writing on some shared files.

Then, in section 7.2.2 we make the two processes to communicate through a relational DBMS on the
Linux FileSystem. In a similar way to the shared files method, in this case the two processes share a
relational schema and the inter-process communication is accomplished accessing some table into this
schema. With respect to the shared files version, this is a big enhancement of our project, because with it we
could easily manage complex structured data.

The previous are both example of shared persistent memory. Finally, in section 7.2.3 we describe a
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methodology of how to make the Arduino and the Linux processes to communicate on RAM (volatile
memory) realizing this communication link through the socket technology.

7.2.1 FILE IPC VERSION

As previously described, our first IPC implementation uses two files on the Linux FileSystem as
communication links between the Arduino sketch process and the Linux process of our dynamic web
application. The following code is our Arduino sketch implementation. As usually, it can be written,
compiled and uploaded to the board from the Arduino IDE.

#include <LiquidCrystal. h>
// initialize the library with the numbers of the interface pins
LiquidCrystal lcd(12, 11, 5, 4, 3, 2);

const int sensorPin = A0;
float baseline = -1.0;

const int ledPin = 7;

void setup() {

Serial begin(9600), // open serial port
pinMode(ledPin, OUTPUT);
digitalWrite(ledPin, LOW),

// set up the LCD's number of columns and rows:
led.begin(l16, 2);

// Print a message to the LCD.

led.print("Temp. sensor ON!");

/

void loop() {
// read baseline from file

baseline = getBaseline();
Serial.print("baseline: ");
Serial.print(baseline);

Serial.print("\n");

// read temperature from sensor

float temperature = readlemperature();

83



if(temperature > baseline) {
digitalWrite(ledPin, HIGH),
/

else {

digitalWrite(ledPin, LOW);
/

// set the cursor to column 0, line 1

// (note: line 1 is the second row, since counting begins with 0):
led.setCursor(0, 1);

// print the number of seconds since reset:

led.print("degrees C: "),

led.print(temperature);

// write temperature to file

writeTemperature(temperature);

delay(1000),
/

float getBaseline() {

char output([5];

FILE *p;

Jfp = popen("cat /usr/local/apache2/htdocs/temperature/system/baseline”, "r"); //

if fp == NULL) {//

Serial.printin("Couldn't run the curl command.");
return -1.0;

/

else {

fgets(output, sizeof(output), fp);

/

if (pclose(fp) !=0) { //

Serial.printin("The cat command returned an error.");

return -1.0;

}

return atof(output);
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void writelemperature(float temperature) {

char float _temp/[5];
sprintf(_float_temp, "%2.2f", temperature);

",
s

char _prefix[] = "echo -n \

14

char _suffix[] = "\" > /usr/local/apache2/htdocs/temperature/system/temperature”;

char _command([sizeof( prefix) + sizeof( float temp) + sizeof{ suffix)];
inti =0;

intj;

// the -1 is to cut the '/0' character at the end of _prefix

for(j=0; j<sizeof( prefix) - 1, j++) {

_command[i] = prefix[j];

i+
/

Jor(j=0; j<sizeof( float _temp); j++) {
_command[i] = float _temp][j],

i+t

/

Jor(j=0; j<sizeof( suffix); j++) {
_command[i] = suffix[j];

i+

/

Serial.print(_command);
Serial.print("\n");
//system("echo -n \"45\" > Jusr/local/apache2/htdocs/temperature/system/temperature”);

system(_command);

float readTemperature() {
int sensorVal = analogRead(sensorPin);

// convert the ADC reading to voltage



float voltage = (sensorVal / 1024.0) * 5.0;
// convert the voltage to temperature in degrees

float temperature = (voltage - 0.5) * 100;

Serial.print("Sensor value: ");
Serial.print(sensorVal);
Serial.print(”, Volts: "),
Serial.print(voltage);

Serial.print(", degrees C: ");
Serial. print(temperature),

Serial.print("\n"),

return temperature;

/

At each cycle of the loop the Arduino sketch process reads the baseline value from the
“/usr/local/apache2/htdocs/temperature/system/baseline” file on the Linux FileSystem through the
“system()” function. Then, the current temperature is read from the external sensor and some actions are
taken in function of the baseline value (switch on/off the LED, print something on the LCD). Finally, the
current temperature is stored into the “/usr/local/apache2/htdocs/temperature/system/temperature” file, once
again thanks to the “system()” function. The “system()” function is a Intel Galileo extension to the Arduino
API. It can be seen as an entry point to the Linux system from the Arduino side of the board. The function
takes in input a string representing the command-line Linux command to be executed. Our Arduino sketch
implementation uses this function twice to read and write the two files described above. As the function takes
in input a single string, in the case of the writing command we have to build by hand a dynamic command
string at each cycle. See the above code for details.

As previously said, in our project the Linux process which implements the IPC logic is the PHP process.
Its code follows. This part is implemented into the “info.php” and the “baseline.php” files. As described, the
web application is implemented as AJAX project, and this two PHP scripts implements the backend of the
application. When called by the web client through an HTTP GET request, the “info.php” endpoint reads the
temperature and the baseline values stored into the respective files seen above and finally returns a JSON
value representing this informations to the caller. In the same way, the “baseline.php” script waits for HTTP
requests. When the web client sends a new baseline value, the script updates the value stored into the
baseline file on the Linux FileSystem. After that, the Arduino sketch process will read the new baseline value
and will behave accordingly.

Info.php
<?php
StemperatureFile = fopen("../system/temperature”, "r") or die("Unable to open file!"),
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Stemperature = fread(StemperatureFile, filesize("../system/temperature”));

fclose(8temperatureFile);

SbaselineFile = fopen("../system/baseline", "r") or die("Unable to open file!"),
Sbaseline = fread($baselineFile, filesize("../system/baseline”));
fclose(8baselineFile),

Sresponse = array();

Sresponse["system"] = "Intel Galileo Gen 2";
Sresponse["temperature"] = Stemperature;
Sresponse["baseline"] = $baseline;

echo json_encode($response);

2>

Baseline.php

<?php

$baseline = 8 _GET['baseline'];

Sfile = fopen("../system/baseline", "w") or die("Unable to open file!");
Sfwrite($file, 8baseline);

felose(Sfile);

>

ARDUINO SKETCH WEB APPLICATION
PROCESS PROCESS

ARDUINO FILE I/O API PHP FILE 1/O API

Figure 7-4. Schema of the File IPC version

In the next section we describe the evolution of the above approach: we make the Arduino and the PHP
processes to communicate through a shared DB schema.
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7.2.2 DBMS IPC VERSION

As seen above in the File IPC implementation, the Arduino sketch process can communicate with the
underlying Linux system through the “system()” function. This function get in input a unique string. As in
the previous example, if we need to run a static Linux command the function works very well, but if we need
to pass to the function a dynamic command we have to construct the string representing the command by
hand at each cycle. But, is this the unique way to expand the Arduino sketch functionalities? Could we
expand the features of our sketch in some other manner? The response is positive.

As we learned that the Intel Galileo Arduino IDE generates a sketch which is actually a C/C++ executable
Linux binary, we found out that the Arduino IDE we installed on our working PC embeds a C/C++ cross
compiler and so we have available the standard C API to program our sketch. Thus, we can expand our
sketch with standard C/C++ code (also divided in multiple files) to realize a final big Arduino sketch which
could contains every kind of standard C/C++ source code.

This is the key feature in implementing our next project version.

In the DBMS IPC version, both the sketch process and the PHP process read and write temperature and
baseline values into a SQLite DB file. While the PHP language includes the API to communicate with a
SQLite DB, the sketch process does not have this capability as native. So, what we do is expand our sketch
with the SQLite v3 API source code. After that, our sketch can call this APIs to communicate with any
SQLite DB file.

INTEL GALILEO

ARDUINO SKETCH WEB APPLICATION
PROCESS PROCESS

EXTENDED C SQLITE APl K PHP SQLITE API

Figure 7-5. Schema of the DBMS IPC version

As the following picture shows, the “sqlite3.c” and the “sqlite.h” files are included in the project as
external files. This is accomplished by the “Sketch->Add File..” from the Arduino IDE menu.

88



TESI_temperature_loT_DB | Arduino 1.5.3-Intel.1.0.4 - O

File Modifica Sketch Strumenti Aiuto

silite3.h

*#% Z0O01 September 15
T
** The author disclaims copyright to this source code. In place of

** a legal notice, here is a blessing:
T

L May you do good and not ewil.
i May you find forgiwveness for yourself and forgiwve others.
wE May you share freely, newver taking more than you give.

T

*#% This header file defines the interface that the 3QLite library

** presents to client programs. If a C-function, structure, datatype,

** or constant definition does not appear in this file, then it is

**% not a published API of 3QLite, is subject to change without

*#% notice, and should not bhe referenced by programs that usze SQLite.

T

*% Some of the definitions that are in this file are marked as

** "experimental™. Experimental interfaces are normally new

**% features recently added to Z0Lite. We do not anticipate changes

** fo experimental interfaces but reserve the right to make minor changes
** if experience from use "in the wild” suggest such changes are prudent.
TE

*#% The official C-language API documentation for 3QLite iz deriwved W

Figure 7-6. The sketch expanded with the SQLite source code

When the SQLite code is available, our sketch is composed of Wiring library language lines and of
standard C SQLite API function calls. The new Arduino sketch code follows (we present here only the
SQLite coded function calls, the “setup” and “loop” functions are similar to the previous ones. As usually,
the entire code is attached to this document).

int setupDB() {

sqlite3 *db;

char *err_msg = 0;

int rc = sqlite3_open(dbFile, &db);

if (rc = SQLITE OK) {
Serial.print("Cannot open database: ");
Serial.print(sqlite3_errmsg(db));
Serial print("\n");

sqlite3 close(db);

return 1;
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char *sql = "CREATE TABLE Baseline(ld INT, Value REAL);"
"INSERT INTO Baseline VALUES(0, 20);"

"CREATE TABLE Temperature(ld INT, Value REAL),"
"INSERT INTO Temperature VALUES(0, -1.0);";

rc = sqlite3_exec(db, sql, 0, 0, &err_msg);
if (rc |= SQLITE OK ) {
Serial.print("SQL error: ");
Serial.print(err_msg);

Serial.print("\n"),

sqlite3_free(err_msg);
sqlite3 close(db),

return 1;

/

sqlite3 close(db);

int readBaselineFromDB() {

sqlite3 *db;

char *err_msg = 0;

int rc = sqlite3_open(dbFile, &db),

if (re I= SQLITE OK) {

Serial.print("Cannot open database: ");
Serial.print(sqlite3 _errmsg(db));
Serial.print("\n"),

sqlite3 close(db);
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return 1;

/

char *sql = "SELECT Value FROM Baseline WHERE 1d=0;,",
rc = sqlite3_exec(db, sql, callback, 0, &err_msg),;

if (rc |I=SQLITE OK) {

Serial.print("Failed to select data. SQL error: ");
Serial.print(err_msg);

Serial.print("\n");

sqlite3 free(err_msg);
sqlite3_close(db);

return 1;

/

sqlite3 close(db);

return 0;

/

int callback(void *NotUsed, int argc, char **argv, char **azColName) {

NotUsed = 0,

/*or (inti =0;i <arge; i++) {

/printf("%as = %s\n", azColName[i], argv[i] ? argv[i] : "NULL");
baseline = atof(argv[i]);
Fad

baseline = atof{argv{0]);
Serial.print("New baseline: "),

Serial.print(atof(argv[0]));
91



Serial.print("\n");

return 0;

/

int writeTemperatureToDB(float temperature) {

sqlite3 *db;
char *err_msg = 0;

sqlite3_stmt *res;

int rc = sqlite3_open(dbFile, &db);

if (re I= SQLITE OK) {

/*Serial. print("Cannot open database: ");
Serial.print(sqlite3 _errmsg(db));
Serial.print("\n"),;*/

sqlite3 close(db);

return 1;

/

char *sql = "UPDATE Temperature SET Value = ? WHERE 1d=0,";

rc = sqlite3_prepare v2(db, sql, -1, &res, 0);

if (rc == SOLITE OK) {

sqlite3_bind double(res, 1, temperature);

/
else {

Serial.print("Failed to execute statement: ");
Serial.print(sqlite3 _errmsg(db));
Serial.print("\n"),

/
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int step = sqlite3_step(res);

if (step == SQLITE ROW) {

/*Serial.print(sqlite3_column_text(res, 0));
Serial.print(": ");
Serial.print(sqlite3_column_text(res, 1));
Serial.print("\n"); */

sqlite3 finalize(res);
sqlite3_close(db);

In the “setupDB()” function a schema composed of two tables is created. These tables are the “baseline”
and the “femperature” tables. Each table contains a single raw with stored the baseline or the current
temperature values. The “readBaselineFromDB()” and the “writelemperatureTloDB()” functions read and
update these values at each cycle.

In the same way, the “info.php” and “baseline.php” scripts read and write to the SQLite DB. The code
follows.

Info.php
<?php
Stemperature = -1;

Sbaseline = -1;

try {

// write baseline to DB
$dbPath = "/tmp/sketch_db";
$db = new SQLite3($dbPath),

Sresult = 8db->querySingle("SELECT Value FROM Temperature WHERE 1d=0");
Stemperature = $result;

Sresult = 3db->querySingle("SELECT Value FROM Baseline WHERE 1d=0");
Sbaseline = $result;
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8db->close();

! catch (Exception 3e) {

echo 'Caught exception: ', 3e->getMessage(), "\n";
/

Sresponse = array(),

Sresponse["system"] = "Intel Galileo Gen 2",
Sresponse["temperature”] = $temperature;
Sresponse["baseline"] = $baseline;

echo json_encode(8response);

7>

Baseline.php

<?php

Sbaseline = 8 _GET['baseline'];

Sfile = fopen("../system/baseline", "w") or die("Unable to open file!");
fwrite(8file, $baseline);

fclose(Sfile),

7>

How we saw, our final sketch includes Arduino API code and the standard C/C++ code of the SQLite3
source files. As said, the Arduino IDE installed on our workink PC embeds a x86 cross-compiler which
builds the software for our Intel Galielo. So, compiling our sketch, also the external SQLite C/C++ code is
compiled by the same cross-compiler and thus it is compatible to run on the Intel Galileo platform.

At the end of our development everything works fine, but our first attempts to compile the SQLite C/C++
code on the Arduino IDE threw some errors. Details about this follows.
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If we try to compile the “sqlite3.c” source file as it is, we get the following error:

TESI_temperature_loT_DB | Arduino 1.5.3-Intel.1.0.4 - O

File Modifica Sketch Strumenti Aiuto

TESI_temperature_|oT_DBE =qlited.c =qlite3.h

A4 TODO: added by Paolo Cocchi A
Ai#define SQLITE_OMIT LOAD EXTENSION 1

** This file iz an amalgamation of many separate C source files from 5QLite
** wersion 3.8.8.2. By cowmbining all the indiwidual C code files into this
** zingle large file, the entire code can be compiled as a single translation
** unit. This allows many compilers to do optimizations that would not be

** possible if the files were compiled separately. Performance improvements
**%* of 5% or more are commonly seen when 30Lite is compiled as a single

*% translation unit.

wE

*% This file iz all you need to compile S0Lite. To usze 3QLite in other

** programs, you need this file and the "sglite3.h" header file that defines
** the programming interface to the 3QLite library. (If vou do not hawve

** the "sglite3.h" header file at hand, you will find a copy embedded within
#% the tewt nf thia file.  Search far "Remin file arlite3 h™ o find the atart

Errore durante la compilazione Copy error

Figure 7-7. The error compiling the raw SQLite source code

The “diclose” function is part of the LIBDL library, an utility for dynamic linking on the Linux systems.
When compiling, the compiler searches for this library but it is unable to “adding it to the linker command
line”, as shown by the error message in figure 6.7. As visible on the left top end of the previous image, our
final solution is to disable dynamic linking by adding the code line @ “#define
SQLITE OMIT LOAD EXTENSION 1.

To solve this issue, the first thing we tried was to manually set the linker option in the Arduino IDE to add
something like “-/d[” (i.e, we tried to manually add to the linker the LIBDL library). But, this was not
possible because the Arduino IDE does not provide a way to set options on the linker launch command.

Finally, we made an analysis of the SQLite source code to find out what could be a method to disable
dynamic linking at compilation time. At the end of our analysis, we found out that all the dynamic linking
feature are disabled if the “SQLITE OMIT LOAD EXTENSION” macro is set to 1.

For the second time after the LCD project, we had to do some reverse engineer work. Differently from the
LCD case, this time the solution came out easily enough. But it is clear that it is not a job for a maker who
has experience in the Arduino world and who wants to prototype a project with the Intel Galileo board.
Going forward with our experimentation, we find that working on the Intel Galileo board is straightforward
when we use the board as standard Arduino device but less immediate when we try to enhance the level of
difficulty on the side of the Linux system.
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In section 7.2.1 and 7.2.2 we described two methodologies to realize a communication between the
Arduino sketch process and the web application Linux process. As we described, both the FILE IPC and the
DBMS IPC versions share something which resides on persistent memory. It is clear that it could be a big
enhancement for the general system performance if we could implement the inter-process communication on
primary memory. This is what we do in the following section 7.2.3.

7.2.3 SOCKET VERSION

The two previous project implementations used a persistent way of inter-process communication. In the
next example we try to realize a volatile (i.e., in RAM) IPC with the SOCKET technology. As we know,
sockets are the endpoints of a network connection. In the set of IPC types, sockets are objects that provide a
communication between processes running on different machines. In our case, processes are on the same
machine (our Intel Galileo). This is the special case when both processes bind the “localhost” address.

As seen above, our project splits into the Arduino sketch and the Apache/PHP processes. While for the
Arduino process we have all the instruments to implement our procedure, this is not the case for the PHP
process. In fact, the default installation of the PHP interpreter does not include the PHP SOCKETS extension
and, as we experimented in Chapter 5 during the Linux environment setup, we were unable to make and
install an extended version of PHP because of problems linked to the Intel Galileo hardware specification
(see Chapter 5 for details).

So, to test our sockets IPC, we get rid for a while of the Apache/PHP process and we make a test in which
the two actors are the Arduino sketch process and a C program process. This C program process reads the
system status and set a new baseline value in the same manner as our HTML/JS/PHP web application. As the
reader knows, on the Apache web server the Common Gateway Interface for dynamic web content can be
implemented in different ways. One is to implement the backend as PHP script, or Perl script language.
Another option is to write C programs which are called by the Apache web server. So, dealing with the C
programming language in place of the PHP PL is not a restriction.

INTEL GALILEO
ARDUINO SKETCH WEB APPLICATION
PROCESS PROCESS

ARDUINO ETHERNET API £ C SOCKET API

Figure 7-8. Schema of the Socket IPC version

For first, we see the Arduino sketch code. As we have all the Arduino APIs to use, we find that the
simplest way to make our implementation is to use the Ethernet API of the Wiring library. Thanks to the
Ethernet API, all sockets details are hidden, and the developer deals with high level functions like “read()”
and “print()” to receive and send data to other endpoint of connection. Our sketch implementation follows.
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#include <LiquidCrystal h>
#include <SPI h>

#include <Ethernet.h>

// initialize the library with the numbers of the interface pins
LiquidCrystal lcd(12, 11, 5, 4, 3, 2);

const int sensorPin = A0;
float baseline = 20.0;
float temperature = -1.0;

const int ledPin = 7;

// Enter a MAC address and IP address for your controller below.

// The IP address will be dependent on your local network:
byte macf[] = {

OxDE, 0xAD, OxBE, OxEF, OxFE, OxED };

IPAddress ip(127, 0, 0, 1),

// Initialize the Ethernet server library

// with the IP address and port you want to use
// (port 80 is default for HTTP):
EthernetServer server(10000);

void setup() {

// Open serial communications and wait for port to open:
Serial begin(9600),;

while (!Serial) {

; // wait for serial port to connect. Needed for Leonardo only

/

pinMode(ledPin, OUTPUT);
digitalWrite(ledPin, LOW);

// set up the LCD's number of columns and rows:

led.begin(16, 2);
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// Print a message to the LCD.
led.print("lemp. sensor ON!");

// start the Ethernet connection and the server:
Ethernet.begin(mac, ip);

server.begin();

Serial.print("server is at "),

Serial.printin(Ethernet.locallP());

void loop() {

// manage IPC for first

// it update baseline and/or send to a calling process the status info

ipc();

// print current baselune
Serial.print("baseline: "),
Serial.print(baseline);
Serial.print("\n");

temperature = readTemperature();

if(temperature > baseline) {
digitalWrite(ledPin, HIGH),
/

else {

digitalWrite(ledPin, LOW);

// set the cursor to column 0, line |

// (note: line 1 is the second row, since counting begins with 0):
led.setCursor(0, 1);

// print the number of seconds since reset:

led.print("degrees C: ");

led.print(temperature);
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delay(1000);

intipc() {

Serial.println(".");

// listen for incoming clients

EthernetClient client = server.available();

if (client) {

Serial.println("new client");

if (client.connected()) {

Serial.println("client connected");

if (client.available()) {

Serial println("client available");

char request[256];

inti =0;

char c;

while(((c = client.read()) I=-1) && (c I='%') && (i < 256)) {
request[i] = ¢,

i++;

/

request[i] = "\0';

Serial.print("request: ");
Serial.printin(request);

if(strncmp(request, "GET INFO", 8) ==0) {
client.print("received GET INFO: [baseline=");
client.print(baseline),

client.print(";temperature=");
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client.print(temperature);

client.print("]");

client.print("\0'),

/

else if(strncmp(request, "SET BASELINE", 12) ==0) {
client.print("received SET BASELINE");
client.print("\0');

if (client.available()) {
char request[256];
inti =0;

char c;

while(((c = client.read()) = -1) && (c |="'%') && (i < 256)) {

request[i] = c;
it

/

request[i] = "\0";

Serial.print("value: ");

Serial.println(request);

baseline = atof(request);

/

/

else {

client.println("command not found");

/

/

// give the web browser time to receive the data
delay(1);
// close the connection:

client.stop();
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Serial.println("client disonnected");

/

float readTemperature() {

int sensorVal = analogRead(sensorPin);

// convert the ADC reading to voltage

float voltage = (sensorVal / 1024.0) * 5.0,

// convert the voltage to temperature in degrees

float temperature = (voltage - 0.5) * 100;

Serial.print("Sensor value: ");
Serial.print(sensorVal);
Serial.print(", Volts: "),
Serial.print(voltage);
Serial.print(", degrees C: ");
Serial. print(temperature);

Serial.print("\n");

return temperature,

/

The “ipc()” function above implements the network behaviour of the process. The code is very easy to
read and understand, as all the Arduino code in the most cases. The Arduino sketch implements the server
side of the connection, and as server it listens for external clients to connect.

An interesting aspect of the code above is the second line of the “ipc()” function:

EthernetClient client = server.available();

This line is to listen for incoming connection, so we could expect that it is an equivalent of the “accept()”
function of the standard C socket API. But there is a big difference in the “available()” function: it is NON-
BLOCKING. As we saw in the DBMS IPC program, we can use all the standard C API in our sketch. So, we
could also implement the socket part of the program with the standard C socket API. But, as the “accept()”
function is blocking, we should implement a multithreading program to correctly manage the socket IPC. In
fact, once we enter the “loop()” function of a sketch, a blocking call blocks the entire sketch.

This consideration reminds to us to keep in mind that we are still programming an Arduino sketch when
we use the C programming language and API into it. An Arduino sketch usually contains code to implement
reading from sensor and writing to actuators. If we code a blocking line in the “loop()” function of our
sketch, also all the I/O from the external sensors will block.

The next code is the C program process. It is a classical C socket client implementation.
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#include <stdio.h>
#include <string.h>
#include <sys/socket. h>

#include <arpa/inet. h>

int main(int arge , char *argv[]) {

iftarge < 2) {

printf("usage: main <command> [<input value>] \n");
return -1;

/

int sock;
struct sockaddr_in server;
char* message;

char server_reply[1024];

//Create socket

sock = socket(AF INET , SOCK _STREAM , 0);
if (sock ==-1) {

printf("Could not create socket");

/

puts("Socket created"”),

server.sin_addr.s_addr = inet_addr("127.0.0.1");
server.sin_family = AF INET;
server.sin_port = htons(10000),

//Connect to remote server
if (connect(sock , (struct sockaddr *)&server , sizeof(server)) < 0) {
perror("connect failed. Error");

return -1;

/
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puts("Connected\n");

message = (char*)malloc(strien(argv[1]));
strcpy(message, argv[l1]);

if(strcmp(message, "GET INFO") == 0) {

strcat(message, "%");

printf("sending \'%s\" \n", message);

if( send(sock , message , strlen(message) , 0) < 0) {
puts("Send failed"),
goto exit;

}

//Receive a reply from the server
if( recv(sock , server _reply , 1024, 0) <0) {
puts("recv failed");

goto exit;

/

puts("Server reply :");
puts(server_reply),

/
else if(strcmp(message, "SET BASELINE") == 0) {

iftarge < 3) {

printf("usage: main <command> [<input value>] \n");

goto exit;

}

strcat(message, "%");
printf("sending \'"%s\' \n", message);
if{ send(sock , message , strlen(message) , 0) < 0) {
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puts("Send failed");
goto exit;

/

char* value = (char*)malloc(strlen(argv[2]));
strepy(value, argv[2]);

strcpy(message, value);

strcat(message, "%");

printf("sending \'%s\" \n", message);

if send(sock , message , strlen(message) , 0) < 0) {
puts("Send failed");

goto exit;

//Receive a reply from the server

if recv(sock , server reply , 1024, 0) < 0) {
puts("recv failed");

goto exit;

/

puts("Server reply :");
puts(server_reply);

/

else {

puts("command not found");

/

exit:
close(sock),

return 0;
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The program can be launched from the command-line on Putty as a standard Linux executable. It takes as
input the request string and a numeric parameter if necessary. We created a simple communication protocol
which consists of only two possible requests: the GET INFO request and the SET BASELINE request.
When the C program process sends the GET INFO request to the Arduino sketch process, the Arduino
sketch answers with system status info. The SET BASELINE request expects the new baseline value as
input parameter. When the C program process sends the SET BASELINE request, theArduino sketch
process saves the new baseline value to work with. An example of execution is shown in the following
picture:

2 COMS5 - PUTTY - B

./main.o SET BASELINE 19

Figure 7-9. A run example of the Linux process implementing SOCKET IPC

As we described, for our Arduino sketch implementation we used the Arduino Wiring Ethernet API. As
shown, this is the main and simplest way to follow because a pure standard C implementation is less obvious
to realize. But, while with the standard C socket API we could implement a socket as LOCAL, using the
Arduino Ethernet library this is not possible. A LOCAL socket is a connection endpoint visible only on the
local machine. A local connection between sockets is an optimized version of the general sockets
communication for local IPC. This would be the best architectural way to implement a local IPC with
sockets. But, as the Arduino Ethernet library is design for network communication, we can only implement a
communication between two standard sockets both bindings on the “/ocalhost” address (i.e., 127.0.0.1).

In our last IPC implementation we used sockets as technology to realize a “in RAM” IPC between the
Arduino sketch and another process running on the Intel Galileo Linux system. In the same manner we could
use the standard C socket API to implement the Arduino side of the IPC, all the other standard Linux IPC
mechanisms are available to use. So, shared memory, mapped memory, pipes and FIFOs are all technologies

105



we could employ to build a communication system between the Arduino sketch and some other C/C++
process running on the Intel Galileo platform.
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& Conclusion

8.1 FINAL REMARKS

We began Chapter 1 of this paper with a brief description of what Internet-Of-Things means, dealing with
the wide application area of the IoT concept.

In Chapter 2 and Chapter 3 we analysed the physical devices which realize the Internet-Of-Things in the
real world and introduced the Intel Galileo platform on which we focus in the present document. Our review
on the IoT devices panorama made us to have a more detail understanding about the real state of art of the
Internet-Of-Things world at the beginning of 2015. As we saw, even if the IoT theory includes applications
from nano heartbeat sensor to factory machine control, at the time we are writing this paper the loT devices
come out in the form microcontroller and mini PC. Thus, the most advanced use of the current technology is
realized as implementation of Home Automation and Smart Home projects. As we described in “Chapter 2 —
The Board World”, some micro device like the Arduino LilyPad exists, but the big part of the IoT platform
set is composed of “smartphone size” boards like those we described in Chapter 2. The Intel Galileo platform
on which we focus is part of this consideration.

In the following chapters from 4 to 7, we exploit the Intel Galileo board and provide a methodology to
work with it, with the aim to catch the total power of both the Arduino features and the Linux ones of the
Galileo platform.

Our experimentations helped us to actually understand what is the architectural design of the Intel Galileo
board and how it should be programmed. We learned that the Arduino side of the board is designed to
manage the microcontroller functions of the platform, while the Linux side system running on it is the
perfect technological solution to implement the remote control layer of our projects.

We believe that Intel chose to realize a Arduino-compatible board to take advantage of the wide diffusion
and success of the Arduino platform. The Arduino maker community is the most widespread maker
community in the microcontroller panorama. As we described, almost all the Arduino shields are supported
out of the box by the Intel Galileo board.

At the end of our analysis, we realize that actually the Intel Galileo is first of all an Arduino
microcontroller. This is clear by the first projects we developed in “Chapter 6 — Basic Experimets”, where we
tried to dispose the Arduino software stack in favour of a complete Linux development environment. As we
saw, our experiments proved that the Arduino part of the system is primary to realize our projects, and we
cannot get rid of it.

Intel provides a test Eclipse environment set up with a Galileo cross-compiler which should replace the
Arduino IDE and all the software Arduino stack of the board. This Eclipse environment should provide a
C/C++ IDE on which write, compile and upload programs on the Intel Galileo Linux FlleSystem, and a basic
version of Arduino API porting to write C/C++ code with the aim to drive the Arduino-compatible extension
hardware. The following figure 8.1 shows a screenshot of the Eclipse IDE for Intel Galileo.
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- C/C++ - 6_cpp_upm_i2c_grove_LCDy/src/6_cpp_upm_i2c_grove LCD.cpp - Eclipse
File Edit Source Refactor Navigate Search Project Run Window Help
[T~ G- & rhwle BN e G BrO R R EE S Gy G

- |

[ Project Explorer 2 Sik=4 ¥ = B [#6_cpp_upm_i2c_grove_LCD.cpp 2
> 5 1_c_helloworld 2& * Author: Yevgeniy Kiveish <yevgeniy.kiveisha@intel.com>[]
» 2% 2_cpp_helloworld 24
. &% 3 ¢ onboard LED blink 25 #include "jhd1313ml.h"
- 2% 4_cpp_onboard_LED_blink
= 5_cpp_mraa_analog_input
4 3% 6_cpp_upm_i2c_grove_LCD
- % Binaries
4 ) Includes

int
main(int argc, char **argv)
{
// ©x62 RGB_ADDRESS, ©x3E LCD_ADDRESS
upm: :Jhd1313m1 *1cd = new upm::Jhd1313m1(@, @x3E, @x62);

- (8 Cy/Users/Paolo/Desktop/iotdk-ide-win/devkit-x86/sysroots/i586-poky-linux/usr/include

i C:/Users/Paolo/Desktop/iotdk-ide-win/devkit-x86/sysroots/i586-poky-linux/usr/include/c++
- (¥ C/Users/Paclo/Desktop/iotdk-ide-win/devkit-x86/sysroots/i586-poky-linux/ust/include/c+ +,
) C:/Users/Paolo/Desktop/iotdk-ide-win/devkit-x86/sysroots/i586-poky-linux/usr/include/upm

lcd->setCursor(0,8);
lcd->write("Hello World™);
lcd->setCursor(1,2);
lcd->write("Hello World");
lcd->close();

+ (= C/Users/Paolo/Desktop/iotdk-ide-win/devkit-x86/sysroots/x86_64-pokysdk-mingw32/usr/lit
) C:/Users/Paolo/Desktop/iotdk-ide-win/devkit-x86/sysroots/x86_64-pokysdk-mingw32/usr/Iit
4 G5 src
> kel 6_cpp_upm_i2c_grove_LCD.cpp
» = Debug
> % 7_cpp_upm_digital_grove_buzzer
- 2 8_c_iot_agent
- =% 9_cpp_iot_agent
> 5 TEST
T TEST_MAKE
> > TEST_MAKE_2
> &% TEST_SOCKET

B Console 2
No consoles to display at this time.

Figure 8-1. The Eclipse IDE for Intel Galileo

We tested the IDE, but it is at developing state and a some code, like the LCD code shown in fugure 8.1,
runs with errors on the board. Furthermore, The Arduino API porting exposes an interface which differs from
the standard Arduino API, thus deleting the Arduino software compatibility of the platform. Once again, the
Arduino side of the board is the main way to program the microcontroller behaviour of the Intel Galileo
system.

What we think is that the Linux side of the platform is the feature which actually pushes the board into the
Internet-Of-Things world. This characteristic transforms the board from a simple hardware microcontroller
to an advanced IoT device for implementing every kind of networking features. We proved our thesis in
Chapter 7, where we implemented on the board a remote control software stack in the form of web
application.

It is clear that the projects we chose to realize are very basic, but they were the perfect test cases to show
all the interesting feature of the Intel Galileo board. In place of our temperature sensor we are now ready to
use every kind of complex Arduino-compatible extension hardware. In the same way, our simple control web
interface could become a rich web application.

As the complexity of the projects increases, the Internet-Of-Things becomes the new edge of designing in
many large scale application areas.

One of these is the Environmental Monitoring. Environmental monitoring applications of the Internet-Of-
Things typically use sensors to help in environmental protection by monitoring air or water quality,
atmospheric or soil conditions, and could also include applications like the monitoring of wildlife
movements and habitats. The IoT devices connected to the Internet actually have limited resources. Thus,
they are usually connected to other systems like earthquake or tsunami early-warning systems which can also
be used by emergency services to provide more effective aid. IoT devices in this application typically span a
large geographic area and can also be mobile.
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Another large scale application area is the Infrastructure Management. Monitoring and controlling of
urban and rural infrastructures like wind-farms, railway tracks and bridges is a key application of the IoT.
The Internet-Of-Things infrastructure can be used for monitoring any events or changes in structural
conditions that may affect safety and increase risk. It can also be utilized for planning activities of repairing
and maintenance in an efficient manner, by coordinating tasks between the wide range of service provided
and the users of these facilities. IoT devices can also be used to control critical infrastructure like bridges to
allow access to ships. The use of IoT devices for infrastructure monitoring is supposed to improve incident
management and forecasting. Also, emergency response coordination, quality of service and reduce costs of
operation in all infrastructure related areas are the aims of the Internet-Of-Things application on the
Infrastructure area.
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Figure 8-2. Infrastructure Management loT

Linked to the infrastructure management there is the special case of Transportation. The IoT can help in
the integration of communications, control and information processing through various transportation
systems. Application of the IoT extends to all aspects of transportation systems, i.e. infrastructures, vehicles,
and drivers (or users). Dynamic interaction between these components of a transport system enables smart
parking, inter and intra vehicles communication, vehicle control, electronic toll collection systems, smart
traffic control, fleet and logistical management, safety and road assistance.
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Figure 8-3. Trasportation loT

Another important sector of application for the Internet-Of-Things concept is the Energy Management.
Integration of Internet connected sensor and actuator systems is aimed to optimize energy consumption on a
large scale. It is expected that IoT devices will be integrated into all forms of energy consuming devices
(televisions, bulbs, power supplies, switches, etc.) and be able to communicate with the utility supply
provider in order to effectively balance and energy usage and power generation. The Internet-Of-Things is
especially relevant to the Smart Grid application area since it provides systems to gather data and act
accordingly on energy and power-related information in an automated manner with the aim to improve the
efficiency, reliability, economics, and sustainability of the production and distribution of electricity. Using
the so called Advanced Metering Infrastructure (AMI), electric utility devices are connected to the Internet
backbone and can not only collect data from end-users, but also manage distribution devices like
transformers in an automatic manner.

Such devices would also offer the ability for users to remotely control their devices, or centrally manage
them via a cloud based interface, and enable advanced functions like remote programming (e.g., remotely
powering on or off heating systems, changing lighting conditions, etc.). At local and personal level, this
concept is realized as Home Automation and Smart Home. [oT devices can be used to monitor and control
the mechanical, electrical and electronic systems used in various types of buildings (e.g., public and private,
institutions, industrial or residential). Home automation systems, like other building automation systems, are
typically used to control heating, lighting, appliances, ventilation, air conditioning, communication systems,
entertainment and home security devices to improve security, reliability, convenience and energy efficiency
of the all the controlled installation in the house.

Also in Medical and Healthcare areas the Internet-Of-Things provide an IT revolution. IoT devices can be
used to provide remote health monitoring and emergency notification systems. These health monitoring
devices can range from blood pressure and heart rate monitors to advanced devices capable of monitoring
specialized implants, such as pacemakers or advanced hearing aids. Specialized sensors can also be equipped
within living spaces to monitor the health and general well-being of senior people, also ensuring that proper
treatment is being provided to those people. The Internet-Of-Things application allows also to realize other
consumer devices to encourage healthy living, such as wearable heart monitors. As we saw previously in
“Chapter 2- The Board World”, micro-devices like the Arduino LilyPad for clothes installation are currently
on the market.

110



‘ : Sensor

Node *+., Communication Range:

0~ 3m

i | Nurse Station

Blood Pressure g sl ™

WiFi, etc

EEG: Electroencephalogram, ECG: Electrocardiogram,
SpO2: Saturation of peripheral oxygen

Figure 8-4. Medical and Healthcare loT

At this point the reader has the instruments to exploit the full Internet-Of-Things power of the Intel
Galileo board to realize any of the just described IoT application. On the Arduino side, the maker could build
any complex extension electronic circuit around the board. The Arduino community is full of examples, from
the remote controlled robots to the advanced systems for energy management in Smart Homes. Furthermore,
on the Linux side the experienced programmer could implement any kind of service. The web application we
proposed is a simple RESTful web application, but on a Linux platform could be implemented advanced web
systems like SOAP Web Services. As we said in the previous chapters of this paper, the Linux system offers
to the developer possibilities without limitation.
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