A tool for compiling Declarative Process Mining problems in ASP
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ABSTRACT

We present a tool for compiling three problems from the Process Mining community into Answer Set Programming: Log Generation, Conformance Checking, and Query Checking. For each problem, two versions are addressed, one considering only the control-flow perspective and the other considering also the data perspective. The tool can support companies in analyzing their business processes; it is highly flexible and general, and can be easily modified to address other problems from Declarative Process Mining.

1. Introduction

Process Mining (PM) is a research area at the intersection of Business Process Management (BPM) and Data Mining. It aims to get insights into business processes by analyzing event logs stored by enterprise information systems. An event log is a collection of finite sequences – or traces – of activities, each handling a different case. Such traces may contain additional data attached to activities, in the form of attribute values. We talk about control-flow perspective when focusing on the activities occurring in a trace, and about data perspective when also considering activity attributes and their respective values. A process model is a specification of a process, whose executions generate traces of interest. Such models can be provided in the form of executable structures, such as Petri Nets or BPMN, or as formulas in a formal language, such as DECLARE [1] or LTL f[2], as in Declarative Process Mining (DPM).

We address three problems from DPM. Log Generation is the problem of generating logs consistent with an input process model, which possibly satisfy further requirements, such as trace length. This problem arises from the need for controlling data with the aim of experimentally testing and validating specific aspects of PM techniques. Conformance Checking is the problem of checking whether the traces of a log conform to an input process model. This allows for checking whether a process execution behaves as expected or not. It is indeed common that some traces in an event log deviate from their nominal behavior, as the results, e.g., of manual activities. Finally, Query Checking is the problem of discovering some properties of a process, by checking candidate template properties against the traces in the input event log. This allows, e.g., for discovering a (possibly partial) process specification.

We have devised a tool for compiling instances of these three problems into Answer Set Programming. Our implementation can cope with both the control-flow and the data perspectives.
Answer Set Programming (ASP) [3] is a declarative approach for solving combinatorial search problems. In ASP, a problem is modeled as a logic program, which is essentially a logical theory, and its solution(s) correspond to the answer sets, i.e., a specific class of models, of the program itself. Answer sets can be obtained by feeding an ASP system, such as clingo or dlv, with the logic program (see Fig. 1).

In addition, we also provide process models and event logs for testing the tool, which consists of a set of scripts for converting each problem instance into an ASP program.

2. Description

As common in Declarative Problem Solving, to guarantee elaboration tolerance [4] we split a problem into two parts: the problem class and the problem instance. We encode each problem class considered here (i.e., Log Generation, Conformance Checking, and Query Checking) into an ASP program. Furthermore, we provide scripts for converting process models (represented as .decl file) and event logs (represented as .xes files), representing, together, the problem instance, into ASP. We then input the problem class and the problem instance to the ASP system clingo, which returns the solutions to the original problem. Notice that an instance may have zero, one, or many solutions. In the case of Log Generation, we also provide a script for converting the obtained answer sets into a .xes file, i.e., the standard representation formalism for event logs.

Finally, observe that while we take as input a .decl file, thus handling only DECLARE constraints, one can in principle consider any LTL formula [2], by simply converting it into an automaton (using one of the available tools like Lydia or LTL2DFA [7]) and then representing it in ASP in the same way we handle DECLARE.

As a usage example, consider the files contained in https://github.com/fracchiariello/process-mining-ASP and Conformance Checking. This problem takes as input a process model and an event log. We can solve the problem by providing clingo the corresponding input files, together with the ASP encoding of Conformance Checking:

```
clingo conformance_encoding.lp BPI_Challenge_2012.asp templates.lp
```


Scripts are written in Python and use only standard libraries, with the exception of pm4py, here used to read .xes files. For the requirements of the ASP system used we invite the reader to check the relative page.

3. Impact

The software has been used in [5], where it has been tested on synthetic and real-life logs taken from various BPI challenges.

The tool for Log Generation has been integrated into RuM [6], a state-of-the-art desktop application for solving several PM tasks. Such integration has provided advantages to both our tool and RuM. From the perspective of our (command-line) tool, RuM brings the benefit of an intuitive GUI, which greatly improves usability. From the perspective of RuM, our tool facilitates the extension of the Log Generation functionality to constraints beyond those available in DECLARE. Indeed, in the previous version, such constraints had to be specified in a counterintuitive way by resorting to the Alloy [12] language, which is essentially First-order logic; with our tool, instead, they can be specified directly in LTLf, which provides a much more natural way of expressing them. More importantly, with the newly integrated ASP-based approach, RuM exhibits significantly better time performance.

Concerning Conformance Checking, compared with the state-of-the-art tool Declare Analyzer [8], our approach exhibits slightly worse execution-time performance but has the advantage of greater flexibility. Indeed, Declare Analyzer is an ad-hoc tool specifically tailored for the limited set of constraints provided by DECLARE, while our tool does not suffer from such a limitation and can deal with any constraint expressed in LTLf.

Wrt the Query Checking problem, since this problem cannot be currently solved by existing tools, our Query Checking tool can be used as a basis to extend state-of-the-art PM tools (e.g., RuM or ProM) with this novel process analysis functionality.

As for potential applications, since event logs are the basis for any PM algorithm, our Log Generation tool can be used for testing other PM techniques in a controlled environment, i.e., where specific features of the input log can be tuned as desired. The Conformance Checking and Query Checking tools could instead be used by companies interested in checking whether their event logs adhere to a process model, or finding the properties of the process underlying an event log.

---
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Finally, we observe that Conformance Checking is an essential building block for many fundamental PM problems, which ultimately reduce to checking conformance of an event log with respect to a process model; moreover, our approach being declarative, the encoding can be easily modified and tailored for other problems. Therefore, in the future, our tool may be used as an essential component to develop new approaches for more complex problems, such as Process Discovery and Process Model Repair [9].
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